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CHAPTER 1

Introduction

Digital devices, systems, and networks effect more and more parts of everyday life.
However, due to the complexity of modern digital technology a variety of techniques
and mechanisms are required in order to secure communication and to protect sensitive
data. The science dealing with secure communication and data protection is called
cryptography.

Proving security. In classical cryptography, the approach to build cryptographic schemes
can be described as “make it and break it”. Schemes were supposed to be secure if they
were able to withstand all known attacks. However, this approach did not take into
account future attacks and therefore the security guarantees given by classical cryptog-
raphy were rather limited. The groundbreaking work of Goldwasser and Micali [GM84],
which introduced the idea of using rigorous and formal security proofs, led to a paradigm
shift in constructing cryptographic schemes and to what is known as modern cryptog-
raphy. Instead of testing constructions against all known attacks, modern cryptography
attempts to provide security proofs in well-defined models. In order to guarantee any
reasonable security properties, such models need to reflect the real world very accurately.
Accordingly, they have to take into account as many conceivable threats and violations
of the desired security guarantees as possible. A security proof is designed as an exper-
iment between a challenger and an adversary, who attempts to break the cryptographic
scheme. The design of the experiment determines the security notion, which covers a
security guarantee and a threat model [KL14]. The security guarantee defines what an
adversary should not be able to learn or to do. For digital signature schemes, such
a guarantee could be that an adversary should not be able to forge a signature or to
extract the secret signing key from the information given to it. The threat model de-
scribes the abilities and the strength of the adversary. For digital signature schemes, the
adversary might be allowed to query the signatures for arbitrary messages. There are
different ways to allow these queries to the adversary. For instance, the adversary could
be allowed to make these queries only selectively, which means prior to the first output
of the challenger. Another option would be to allow to make these queries adaptively.
In the case of adaptive queries, the adversary can make one query after another and
adapt its queries depending on the responses to the previous queries. Since an adaptive
adversaries is able to adjust its behavior to the information it gained so far it has more
power. Obviously, a threat model that allows adaptive queries is a stronger model and
more realistic when dealing with adversarial behavior in the real world. We say that a
cryptographic scheme that tolerates adaptive queries provides strong security guarantees
compared to schemes that tolerate only non-adaptive queries.
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Real-world attacks. In security proofs the adversary is usually treated blackbox, which
means that on the one hand it is unknown how the adversary behaves but on the other
hand any behavior within the rules dictated by the threat model is allowed. However,
the crucial point about these rules is that they might restrict the adversary to a behavior
that deviates from its behavior in the real world. Indeed, a lot of cryptographic schemes
which were proven secure were successfully attacked in practice because the attacks
were not covered in the threat model. One famous example for such an attack is the
so-called Logjam Attack [ABD+15]. The Logjam Attack makes use of precomputation in
order to successfully attack the Diffie-Hellman key exchange mechanism [DH76] which
is the main key exchange mechanism in TLS and known to be secure in “standard”
threat models. Another famous example is the so-called Bleichenbacher Attack of RSA-
OAEP[BR95], which describes an adaptive chosen ciphertext attack against the RSA
Encryption Standard PKCS#1 [Ble98]. This attack makes use of an oracle that gives
information about the validity of a ciphertext. By doing so it leaks partial information
about the encrypted message and, when queried adaptively, it reveals the entire message.
Although there exist several security proofs for RSA-OAEP [FOPS01, Sho01, KOS10],
none of them provide a threat model that matches the real-world requirements for the
version standardized in PKCS#1.

Efficiency. It is desirable to construct cryptographic schemes that can be proven secure
within a model that deals with arbitrary adversarial behavior and therefore provide
strong security guarantees in the real world. However, strong security guarantees are
often at the expense of the efficiency of a construction. For digital signature schemes, this
fact can be illustrated by a comparison between selectively-secure and adaptively-secure
digital signature schemes. The selectively-secure digital signature scheme introduced in
[BB04c] is much more efficient than conceptual similar digital signature schemes with
adaptive security [Wat05, HJK11, BHJ+13]. The public key in the scheme from [BB04c]
as well as its signatures consist of much fewer elements and also the underlying groups
enable faster computation due to smaller size. Designing efficient cryptographic schemes
with strong security guarantees is not only challenging in terms of digital signatures.
Similar challenges occur for public key encryption schemes and other cryptographic
schemes as well; see [BB04a, Wat05, Wat09, Lew12, CLL+13, AHY15].

Overview of this thesis. This thesis bridges the gap between cryptographic constructions
with strong security guarantees and efficient execution. Here, strong security mainly
refers to security against adaptive adversaries. For instance, this may refer to several
kinds of queries which depend on the respond to previous queries as well as corrupting
machines depending on prior corruptions. Efficiency refers to improvements in speed and
savings in space. Those are achieved by lower computational costs, fewer communication
rounds or smaller elements like keys, ciphertexts, and digital signatures. The thesis is
composed of a preliminary chapter and three main parts:

Chapter 2. This chapter introduces some basic notation and conventions and recalls
basic cryptographic primitives and bilinear pairings.

Chapter 3. A pseudorandom function (PRF) is a function that is computationally in-
distinguishable from a real random function. Due to the fact that a huge amount
of applications requires “randomness”, PRFs are a very important and founda-

2
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tional cryptographic primitives. Moreover, they can be used to obtain simple and
efficient constructions of message authentication codes, symmetric encryption, key
derivation algorithms, and form useful building blocks for many other primitives;
see [GGM84, BG90, Gol01, Bel06, Kra10].
Chapter 3 introduces efficient and tightly-secure pseudorandom functions (PRFs).
These PRFs are secure against adaptive adversaries and have only a logarithmic
loss in the security proof, and short secret keys. These PRFs are very simple and
efficient variants of well-known constructions, including those of Naor-Reingold
[NR97] and Lewko-Waters [LW09]. This chapter also introduces the currently
most efficient LWE-based PRF from a weak LWE-assumption. This construction
is a variant of the PRF of Banerjee et al. [BPR12] but with a much smaller modulus
than the original construction.

Technically, this chapter introduces all-prefix universal hash functions (APUHFs),
which are hash functions that are (almost-)universal, even if any prefix of the
output is considered. Besides a simple and very efficient construction of APUHFs,
it is also presented how APUHFs can be combined with the augmented cascade of
Boneh et al. [BMR10].
The results in this chapter are based on collaborations with Tibor Jager and Jiaxin
Pan. The notion of all-prefix universality and the augmented cascade with encoded
input are mainly due to Tibor Jager and myself. The applications are mainly due
to Jiaxin Pan. The results appeared at Asiacrypt 2018 [JKP18].

Chapter 4. In order to mitigate the damage due to secret key exposure there exist differ-
ent approaches. Two of these approaches are forward-secure schemes and threshold
schemes. Forward-secure schemes allow to evolve the secret key in regular time pe-
riods, while the public key remains fixed. Thus, every adversary with an outdated
secret key cannot forge signatures or decrypt ciphers for time periods in the past.
In an (n, k)-threshold scheme the secret key is distributed among n shares and it
requires the presence of at least k+ 1 key shares to restore the secret key, whereas
any subset of k key shares is insufficient. Due to the fact that forward security and
thresholds improve security guarantees against secret key exposure in a different
manner, their combination to forward-secure thresholds (FST) can even reinforce
these guarantees.
Chapter 4 introduces a forward-secure threshold signature scheme and a forward-
secure threshold encryption scheme. Both are based on bilinear pairings with
groups of prime order. Compared to existing schemes, the ones proposed here
are much more efficient since they have a non-interactive key update procedure
and also a non-interactive signing procedure and decryption procedure, respec-
tively. Additionally, both schemes do not require a trusted dealer and have opti-
mal resilience as well as small signatures and small ciphertexts, respectively. Both
schemes are proven secure against adaptive adversaries and robust against mali-
cious adversaries. The signature and the encryption scheme are the first schemes
which achieve all of these properties and that can also be implemented on stan-
dardized elliptic curves.
The results in this chapter are my own work and are based on [Kur20a, Kur20b].
The articles are going to appear at ACISP 2020 and IWSEC 2020, respectively.

3
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Chapter 5. In the random oracle model (ROM) [BR93a] a cryptographic hash function
is modeled as an oracle that implements a truly random function. This approach
provides a very powerful tool to prove security of cryptosystems. For example,
it enables to adaptively “program” a hash function to map certain input values
to specific output values in the security proof. However, the random oracle is a
hypothetical concept and in practice it requires implementation with a standard
cryptographic hash function, like SHA-3. Hence, the security guarantees for the
real world are restricted.
Chapter 5 presents adaptively-secure variants of the selectively-secure pairing-
based IB-KEM and digital signature scheme of Boneh and Boyen [BB04a, BB04c].
Both are proven secure in the standard model, based on q-type assumptions, and
have public key size O(λ), where λ denotes the security parameter. The IB-KEM
and the digital signature scheme have only a single group element as ciphertext and
signature, respectively. Moreover, the security reductions are quadratically tighter
than in the corresponding schemes by Jager and mysself [JK18, Asiacrypt 2018].
As a technical contribution blockwise partitioning is introduced. It leverages the
assumption that a cryptographic hash function is Near-Collision Resistant to prove
full adaptive security of cryptosystems.
The results in this chapter are based on collaborations with Tibor Jager and David
Niehues. The concept of Near-Collision Resistance is due to David Niehues and
inspired by Truncation Collision Resistance from Tibor Jager and myself [JK18,
Asiacrypt 2018]. The construction of IB-KEM and digital signatures are mainly
due to myself. The results are part of an ongoing submission.

4



CHAPTER 2

Preliminaries

We start with introducing some basic notation and conventions in Section 2.1. In Section
2.2, we recall basic cryptographic primitives which are used in the subsequent chapters
of this thesis. Additionally, we introduce the concept of bilinear pairings in Section 2.3.

2.1 Notation

Let λ ∈ N denote a security parameter. All our results are in the asymptotic setting, that
is, we view all expressions involving λ as functions in λ. This includes the running time
tA = tA(λ) and success probability εA = εA(λ) of adversaries. Similarly, all algorithms
implicitly receive the security parameter 1λ as their first input. We call an algorithm
efficient, if it runs in (probabilistic) polynomial time in λ.
For a finite set A, we write a← A to denote the action of sampling a uniformly random
element a from A. If A is a probabilistic algorithm, then a ← A(x) denotes the action
of running A(x) on input x with uniform coins and output a.
For a bit string a = (a1, . . . , an) ∈ {0, 1}n and v, w ∈ N with v ≤ w, we write av:w to
denote the substring (av, . . . , aw) of a and aw := a1:w . The set {0, 1}∗ denotes the set
of all possible bit strings.
For a multiplicative group GX with random generator [1]X and prime order q we write
[a]1 shorthand for [1]aX . More generally, for a matrix A = (aij) ∈ Zn×mq , we define [A]1
as the implicit representation of A in GX :

[A]X :=

[a11]X ... [a1m]X

[an1]X ... [anm]X

 ∈ Gn×m
X .

2.2 Basic Primitives

In this section, we recall the formal definitions of basic cryptographic primitives as well
as their security notions.

Hash Functions. Let H be a family of hash functions H : {0, 1}∗ → Y, where Y is a
finite set. Collision resistance is defined via the following game between an adversary A
and a challenger. The challenger picks a hash function H from H uniformly at random
and sends a description of H to A. A outputs two bitstrings x and x′.
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Definition 2.1. Let A be an adversary. We say that it (tA, εA)-breaks the Collision
resistance of H if it runs in time tA and

Pr[A(H)→ (x, x′) s.t. H(x) = H(x′) ∧ x 6= x′)] ≥ εA.

Pseudorandom Functions. Let K,D be sets such that there is an efficient algorithm
that samples uniformly random elements k ← K. Let F : K × D → G be an efficiently
computable function. We define the PRF experiment between a challenger and an ad-
versary A as follows. Initially, the challenger generates a random key k ← K and tosses
a coin b← {0, 1}. The challenger provides adversary A with the following oracles.

• Query(x). On input x ∈ D the challenger computes F (k, x) if b = 1 and R(x) if
b = 0, where R : D → G is a random function. When the adversary terminates
and outputs a bit b′, then the experiment outputs 1 if b = b′, and 0 otherwise.

• Guess(b′). On input a bit b′ it outputs 1 if b = b′, else 0. The experiment termi-
nates.

Let x1, . . . , xQ ∈ D be the sequence of queries issued by A throughout the security
experiment. We assume that we always have Q ≥ 1, as otherwise the output of A is
independent of b. Furthermore, we assume that A never issues the same query twice.
More precisely, we assume xu 6= xv for u 6= v. This is without loss of generality, since
both F (k, ·) and R(·) are deterministic functions.

Definition 2.2. Let A be an adversary. We say that it (tA, εA, Q)-breaks the pseudo-
randomness of F , if it runs in time tA, issues Q queries in the PRF security experiment,
and

|Pr[Guess(b′) = 1]− 1/2| ≥ εA.

Digital Signatures. A widely used primitive are digital signature schemes, which belong
to the class of public-key cryptography [DH76]. Their main goal is to provide authenticity
and integrity. The following definitions are adapted from [GMR88].

Definition 2.3. A digital signature scheme Σ is defined via the following algorithms:

• KeyGen(1λ) → (vk, signk). The key generation algorithm outputs a pair of
verification and signing key (vk, signk).

• Sign(signk,M)→ σ. On input a message M and a signing key signk, it outputs
a signature σ.

• Verify(vk,M, σ)→ b, where b ∈ {0, 1}. On input a verification key vk, a message
M , and a signature σ, it outputs either 0 or 1.

The correctness can be defined as usual: For all (vk, signk) output by KeyGen(1λ) and
all messages M from the message space it holds that

Pr[Verify(vk,M,Sign(signk,M)) = 1] = 1.

Existential Unforgeability under a chosen message attack (EUF-CMA). The
EUF-CMA security game is defined via the following game between a challenger and an
adversary A. The challenger runs KeyGen(1λ) to obtain (vk, signk) and forwards vk
to A. Then, the adversary has access to the following oracles.

6
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• SignQuery(M). On input a message M from the message space the challenger
computes and outputs a signatures σ ← Sign(signk,M).

• Finalize(σ∗,M∗). If M has not been queried to SignQuery then it checks whether
Verify(vk,M∗, σ∗) = 1. If this is true it outputs 1, else 0. The experiment
terminates.

Definition 2.4. Let A be an adversary playing the EUF-CMA security game for a
signature scheme Σ. We say that it (tA, εA)-breaks the EUF-CMA security of Σ if it
runs in time tA, (M,σ) 6= (M∗, σ∗), and

Pr[Finalize(σ∗,M∗) = 1] ≥ εA.

We will also make use of a slightly different security notion for signature schemes. It is
weaker on the one hand, because the adversary is only allowed to make one signature
query, but it is stronger on the other hand, because it is allowed to forge a signature for
the same message it queried a signature. Only the signature must differ.

Strong Existential Unforgeability under a one chosen message attack (sEUF-
1CMA). The sEUF-1CMA security game is defined via the following game between a
challenger and an adversary A: The challenger runs KeyGen(1λ) to obtain (vk, signk)
and forwards vk to adversary A. Then the adversary is allowed to query both of the
following oracles only once.

• SignQuery(M). On input a message M from the message space the challenger
computes and outputs a signatures σ ← Sign(signk,M).

• Finalize(σ∗,M∗). If the adversary queried a signature for M∗ beforehand and
received σ ← σ∗ then the challenger returns 0. Else the challenger checks whether
Verify(vk,M∗, σ∗) = 1. If this is true it outputs 1, else 0. The experiment
terminates.

Definition 2.5. Let A be an adversary playing the sEUF-1CMA security game for a
signature scheme Σ. We say that it (tA, εA)-breaks the sEUF-1CMA security of Σ if it
runs in time tA, (M,σ) 6= (M∗, σ∗), and

Pr[Finalize(σ∗,M∗) = 1] ≥ εA.

Identity-Based Encryption (IBE). The concept of IBE was introduced by Shamir
[Sha84]. In IBE schemes the public keys are the identities of users. The corresponding
secret keys are issued by a trusted central authority to the users. Due to the fact that
public key encryption schemes (PKE) have usually much higher computational costs
than symmetric key encryption schemes it is a common approach to use a PKE only to
encrypt a short secret key from a symmetric key encryption scheme and then to use the
symmetric key encryption scheme together with this key to encrypt the message, which
is usually much larger than the symmetric key. This concept is called key encapsula-
tion. The notion of Identity-Based Key Encapsulation (IB-KEM) and the corresponding
security notion were introduced by Bentahar et al. [BFMLS05, BFMS08].

7
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Definition 2.6. An identity-based key encapsulation mechanism(IB-KEM) Π consists
of the following four PPT algorithms:

• Setup(1λ)→ (mpk,msk). On input the security parameter, it outputs the public
parameters mpk and the master secret key msk.

• KeyGen(msk, id)→ USKid. On input the master secret key msk and an identity
id it returns the user secret key USKid.

• Encap(mpk, id) → (C,K). On input the public parameters mpk and an identity
id it returns a tuple (C,K), where C is ciphertext encapsulating K with respect
to identity id.

• Decap(USKid, C, id) = K. On input the user secret key USKid together with
identity id and a ciphertext C it returns the decapsulated key K or an error
symbol ⊥.

For correctness we require that for all pairs (mpk,msk) generated by Setup(1λ), all
identities id ∈ I, all (K,C) output by Encap(mpk, id) and all USKid generated by
KeyGen(msk, id) the following equation is satisfied:

Pr[Decap(USKid, C, id) = K] = 1.

IND-ID-CPA security. IND-ID-CPA seurity for an IB-KEM Π is defined via the
following game between a challenger and an adversary A. The challenger computes
Setup(1λ)→ (mpk,msk) and sends mpk to A. The adversary has access to the following
oracles.

• KeyQuery(id). On input an identity id, the challenger computes and outputs the
secret key KeyGen(msk, id)→ USKid.

• Challenge(id∗). The adversary submits a challenge identity id∗. The challenger
picks a bit b and a key K0 from the key space uniformly at random. Then, it
computes Encap(mpk, id)→ (C,K1). It returns (C,Kb) to A.

• Guess(b′). The adversary outputs its guess b′ ∈ {0, 1}. The challenger outputs 1
if b = b′, else 0. The game stops.

The adversary is allowed to make multiple queries to KeyQuery(id) and one query to
Challenge(id∗) in any order, but with the restriction that it does not query a key for
id∗. Guess(b′) can only be queried after Challenge(id,M0,M1).

Definition 2.7. Let A be an adversary playing the IND-ID-CPA security game for an
IB-KEM Π. We say that it (tA, εA)-breaks the IND-ID-CPA security of Π, if it runs in
time tA and

|Pr[Guess(b′) = 1]− 1/2| ≥ εA.

We include the running time of the security experiment into the running time tA of A.
This will later allow us to simplify our security analysis.

8
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2.3 Bilinear Pairings

Bilinear pairings describe a bilinear mapping that is non-degenerate and efficiently com-
putable. They are a widely used and established tool in modern cryptography. Moreover,
they enable an abstract and simple view on elliptic curves.

Definition 2.8. Let G1, G2, and GT be cyclic groups of prime order q with generators
g1, g2, gT . We call e : G1 ×G2 → GT a bilinear pairing if:

1. e(ga1 , g
b
2) = e(g1, g2)ab for all a, b ∈ Zq,

2. e(g1, g2) 6= 1T ,

3. e can be efficiently computed.

If G1 = G2 we call it a Type-1 pairing. If G1 6= G2 and there is an efficiently computable
isomorphism from G2 to G1 we call it a Type-2 pairing and if there is no efficiently
computable isomorphism from G2 to G1 we call it a Type-3 pairing. For more information
we refer to [BLS01, CHM10].

9



CHAPTER 3

Simple and Efficient PRFs with Tight Security via

All-Prefix Universal Hash Functions

We construct efficient and tightly secure pseudorandom functions (PRFs). These PRFs
are secure against adaptive adversaries and have only a logarithmic security loss and
short secret keys. Moreover, these PRFs are very simple and efficient variants of
well-known constructions, including those of Naor-Reingold [NR97] and Lewko-Waters
[LW09]. Most importantly, in combination with the construction of Banerjee et al.
[BPR12] we obtain the currently most efficient LWE-based PRF from a weak LWE-
assumption with a much smaller modulus than the original construction. Technically,
we introduce all-prefix universal hash functions (APUHFs), which are hash functions
that are (almost-)universal, even if any prefix of the output is considered. We give sim-
ple and very efficient constructions of APUHFs, and show how they can be combined
with the augmented cascade of Boneh et al. [BMR10]. Along the way, we develop a new
and more direct way to prove security of PRFs based on the augmented cascade.
The results in this chapter are based on collaborations with Tibor Jager and Jiaxin Pan.
The notion of all-prefix universality and the augmented cascade with encoded input are
mainly due to Tibor Jager and myself. The applications are mainly due to Jiaxin Pan.
The results appeared at Asiacrypt 2018 [JKP18].

3.1 Introduction

A pseudorandom function (PRF) is a function that is computationally indistinguishable
from a real random function. Due to the fact that a huge amount of applications re-
quires “randomness” PRFs are a very important foundational cryptographic primitive;
see [GGM84, BG90, Gol01, Bel06, Kra10] for example. One possibility to construct PRFs
is to construct them from one-way functions (via pseudorandom generators) [GGM86].
However, this approach is rather inefficient. We aim at constructing efficient PRFs from
as-weak-as-possible assumptions and with tight security proof.

Tight security. In a cryptographic security proof, we often consider an adversary A
against a primitive like a PRF, and describe a reduction B that runs A as a subroutine
to break some computational problem which is assumed to be hard. Let (tA, εA) and
(tB, εB) denote the running time and success probability of A and B, respectively. Then
we say that the reduction B loses a factor `, if
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tB
εB

= ` · tA
εA
.

A reduction is usually considered “efficient”, if ` is bounded by a polynomial in the
security parameter. We say that a reduction is “tight”, if ` is small. Our goal is to
construct reductions B such that ` is as small as possible. Ideally we would like to
have ` = O(1) constant. To illustrate this let us define WF(B) := tB

εB
and WF(A) :=

tA
εA

as the work factors of B and A, respectively. We say that a computational hard
problem provides κ bits of security against B if 2κ > WF(B) and analogously, that a
cryptographic scheme provides κ′ bits of security against A if 2κ

′
> WF(A). Let us

assume for the security loss that ` = 230, which is a reasonable and generally considered
loss. Now if we want that the cryptographic scheme provides 80 bits of security we need
that the computational hard problem provides 110 bits of security, because

WF(B) = ` · WF(A) < 230 · 280 = 2110.

Usually a higher work factor of a computational hard problem can be achieved by larger
group sizes, for instance for the discrete logarithm problem or factorization problem.
However, larger groups increase computational costs. Hence, if we had ` = 1 we would
have WF(B) = 280 and thus we could choose smaller algebraic groups to instantiate the
cryptographic scheme. It is worth to mention that for many cryptographic constructions
and primitives a constant loss of O(1) is impossible to achieve [Cor02, KK12, HJK12,
LW14, BJLS16]. However, even in such cases it is worth to seek for the optimal security
loss to achieve efficiency improvements.

State of the art. The augmented cascade framework of Boneh et al . [BMR10] covers
many constructions of efficient number-theoretic PRFs like the general Matrix-DDH-
based construction of [EHK+13a] (with the well-known algebraic constructions of Naor-
Reingold [NR97] and Lewko-Waters [LW09] as special cases) and also the LWE-based
PRF of Banerjee, Peikert, and Rosen [BPR12].

For these constructions, the size of the secret key and the loss in the security proof
grow linearly1 with the length n of the function input. This means that efficiency
and security both depend on n and by this also on the size of the input space. The
general approach to extend the input space to {0, 1}∗ is to apply a collision-resistant hash
function H : {0, 1}∗ → {0, 1}n, where n = 2λ and λ denotes the security parameter, to
the input before processing it in the PRF. This approach results in secret keys consisting
of n = O(λ) elements (where the concrete type of elements depends on the particular
instantiation of the augmented cascade) and a security loss of ` = n = O(λ).

Contributions. We introduce all-prefix universal hash functions (APUHFs) as a special
type of hash functions that are universal, even if the output of the hash function is
truncated. We also describe a very simple and efficient construction, which is based on
the hash function of Dietzfelbinger et al . [DHKP97], as well as a generic construction
from pairwise independent hash functions with range {0, 1}n for some n ∈ N.

1Here, we count the number of elements, not their bit size that increases with the security parameter.
This a common approach in literature.

11
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Then we show that by combining the augmented cascade with an APUHF, we are
able to significantly improve both the asymptotic size of secret keys and the security loss
of these constructions. Specifically, we achieve keys consisting of only a slightly super-
logarithmic number of elements m = ω(log λ) and an only logarithmic security loss
O(log λ). Both the number of elements in the secret key and tightness are independent
of the input size n, except for the key of the APUHF, which consists of n bits when
instantiated with the APUHF of Dietzfelbinger et al . [DHKP97]. Based on this generic
result, we then obtain simple variants of algebraic PRFs based on a large class of Matrix-
DDH assumptions [EHK+13a], which include the PRFs of Naor and Reingold [NR97]
and its generalization by Lewko and Waters [LW09] as special cases.

Furthermore, we obtain a simple variant of the PRF of Banerjee, Peikert and
Rosen [BPR12] (BPR). This PRF is based on the learning-with-errors (LWE) assump-
tion [Reg05], and has the property that the required size of the LWE modulus depends
on the length of the PRF input. More precisely, the lower bound on the LWE modulus
p is exponential in the input length n = Θ(λ). We observe this in almost all the well-
known LWE-based PRFs such as [BLMR13, BP14]. In order to improve efficiency and
to base security on a weaker LWE assumption, it is thus desirable to make p as small as
possible. We show that simply encoding the PRF input with an APUHF before process-
ing it in the original BPR construction makes it possible to reduce the lower bound on
the LWE modulus p from exponential to only slightly super-polynomial in the security
parameter, which yields a weaker assumption and a significant efficiency improvement
(see Section 3.5.2 for details). Furthermore, even for an arbitrary polynomially-bounded
input size n, our construction requires to store only m = ω(log λ) matrices, independent
of the size n of the input space {0, 1}n, plus a single bitstring of length n when instan-
tiated with the APUHF of Dietzfelbinger et al . [DHKP97]. In contrast, the original
construction from [BPR12] requires Θ(n) matrices.

A similar improvement of the LWE modulus p was achieved by a different BPR
variant due to Döttling and Schröder in [DS15], via a technique called on-the-fly adap-
tation. However, their construction requires to run λ · ω(log λ) copies of the BPR PRF
in parallel, while ours requires only a single copy plus an APUHF. Thus, our approach
is significantly more efficient, and also more direct, as it essentially corresponds to the
original BPR function, except that an APUHF is applied to the input. This simplic-
ity gives not only a useful conceptual perspective on the construction of tightly secure
PRFs, but it also makes schemes easier to implement securely.

Another advantage of our approach is that the resulting PRF construction is ex-
tremely simple. It is essentially identical to the augmented cascade from [BMR10],
except that an APUHF h is applied to the input before it is processed by the PRF.
More precisely, let F̂m be a PRF that is constructed from an m-fold application of an
underlying function F via the augmented cascade construction from [BMR10]. Then,
our construction F̂ (K,x) has the form

F̂ (K,x) := F̂m(s, h(x)),

where the key of our new function is a tuple K = (s, h) consisting of a random key s
for the augmented cascade construction and a random function h ← H from a family
H = {h : {0, 1}n → {0, 1}m} of APUHFs.

12
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We remark that we require an additional property called perfect one-time secu-
rity(“1-uniformity”) of the underlying function F of the augmented cascade, and thus
technically our variant of [BMR10] is slightly less general. However, this is a minor
restriction, as we show that this property is satisfied by all known instantiations of
the augmented cascade. Furthermore, our security proof assumes that the reduction
“knows” sufficiently close approximations of the number of queries Q and the advantage
εA of the adversary. Thus, the proof shows how such non-black-box knowledge can be
used to achieve more efficient PRFs with short keys and very tight security from weaker
assumptions.

Technical approach. An augmented cascade PRF with m-bit input is a function F̂m :
Sm×K×{0, 1}m → K with key space Sm×K. In the sequel, let (s1, . . . , sm, k) ∈ Sm×K
be a key for F̂m and h : {0, 1}n → {0, 1}m. For a string a ∈ {0, 1}m we write av:w to
denote the substring (av, . . . , aw) ∈ {0, 1}w−v+1 of a. Let j be an integer with j ≤ m
(we will explain later how to choose j in a suitable way). An augmented cascade PRF
F̂m has the property, that for each j ∈ {1, . . . ,m}, it can be implemented equivalently
as a two-step algorithm as follows.

1. In the first step, the function F̂m processes only the first j bits h(x)1:j ∈ {0, 1}j of
h(x), to compute an intermediate value kx that depends only on the first j bits of
h(x):

kx = F̂ j((s1, ..., sj), k, h(x)1:j)

2. Then the remaining m− j bits are processed, starting from kx, by computing

y = F̂m−j((sj+1, ..., sm), kx, h(x)j+1:m)

The resulting function is identical to the function F̂m. This specific way to implement
F̂m will be useful to describe our approach.

In the security proof, let x(1), . . . , x(Q) denote the sequence of pairwise distinct oracle
queries issued by the adversary in the PRF security experiment. Further let us assume
that h(x(u))1:j 6= h(x(v))1:j for u 6= v. We show that the security of F̂m is implied by
the security of F̂ j , which is a PRF with shorter input. The intuition behind the security
argument can be described in two steps.

1. We replace F̂ j with a random function R, which is computationally indistinguish-
able due to the security of F̂ j . The intermediate value kx = R(h(x)1:j) is an
independent random value for each oracle query made by the adversary, because
we assume h(x(u))1:j 6= h(x(v))1:j for u 6= v.

2. Next we argue that F̂m is distributed like a random function as well. We achieve
this by identifying an additional property required from F̂m−j that we call perfect
one-time security. This property guarantees that

Pr
kx←K

[
F̂m−j((sj+1, ..., sm), kx, h(x)j+1:m) = y

]
=

1

|K|

13
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for all ((sj+1, ..., sm), h(x)j+1:m, y) ∈ Sm−j × {0, 1}m−j ×K. This is sufficient to
show that indeed now the function

F̂m−j((sj+1, ..., sm), R(h(x)1:j), h(x)j+1:m)

is a random function, because we supposed h(x(u))1:j 6= h(x(v))1:j for u 6= v.

It remains to ensure the assumption that h(x(u))1:j 6= h(x(v))1:j for all u 6= v is
true with “sufficiently large” probability and for some “sufficiently small” value of j.
In order to do so we use the all-prefix universal hash function, in combination with an
argument which on a high level follows similar proofs from [BH12] and [DS15]. The
main difference is that we use the all-prefix universality to argue that setting j :=⌈
log(2Q2/εA)

⌉
= O(log λ) is sufficient to guarantee that, h(x(u))1:j 6= h(x(v))1:j with

sufficiently large probability for all u 6= v. Here, Q is the number of oracle queries made
by the adversary in the PRF security experiment and εA is its advantage.

Due to the fact that j = O(log λ) we only have to require security of a “short-
input” augmented cascade F̂ j with j = O(log λ). For our algebraic instantiations based
on Matrix-DDH problems, this results in a tightness loss of only O(log λ). For our
application to the LWE-based PRF of Banerjee, Peikert and Rosen [BPR12], this gives
us that we require only a weaker LWE assumption. Furthermore, we need only that
m ≥ j for all possible values of j and j =

⌈
log(2Q2/εA)

⌉
= O(log λ). Hence, it is

sufficient to set m = ω(log λ) slightly super-logarithmic, which results in short secret
keys and efficient evaluation for all instantiations.

Why all-prefix universal hash functions? We want to emphasize that we indeed require
an all-prefix universal hash function that works for any possible prefix length j. We
need this to enable that the construction and the security proof become independent of
particular values Q and εA of a particular adversary, because j depends on these values
via the definition j =

⌈
log(2Q2/εA)

⌉
. All-prefix universality guarantees basically that

a suitable value of j exists for any efficient adversary. This is also required to achieve
tightness. See Section 3.6 for further discussion.

More related work. There were several other works about the domain extension of PRFs.
The first one is due to Levin [Lev87]. It shows that larger inputs can be hashed with a
universal hash function if the underlying PRF has a sufficiently large domain. Otherwise
it is vulnerable to the so called “birthday attack”. The framework of Jain, Pietrzak, and
Tentes [JPT12] works for small domains, but has a rather lossy security proof and is
not very efficient, as it needs O(log q) invocations of the underlying pseudo-random
generator (PRG), where q is the upper bound of queries to the PRF. Additionally, as
the authors already mention, it seems not to work for number-theoretic PRFs like the
Naor-Reingold PRF. It was revisited by Chandran and Garg [CG14]. Bernam et al .
show how to circumvent the “birthday attack” using Cuckoo Hashing [BHKN13] via two
invocations of the original PRF.

3.2 All-Prefix Universal Hash Functions

In this section, we define all-prefix almost universal hash functions and describe two
constructions. The first one is based on the almost-universal hash function of Dietzfel-

14



3 Simple and Efficient PRFs with Tight Security via All-Prefix Universal Hash Functions

binger et al . [DHKP97], and yields an all-prefix almost-universal hash function. The
second one is based on pairwise independent hash functions with suitable range, and
yields an all-prefix universal hash function. We start by recalling the standard definition
of universal hash functions.

Definition 3.1[CW79]. A family H of hash functions mapping finite set {0, 1}n to
finite set {0, 1}m is universal, if for all x, x′ ∈ {0, 1}n with x 6= x′ holds that

Pr
h←H

[h(x) = h(x′)] ≤ 2−m.

We also consider almost-universal hash functions, as defined below.

Definition 3.2. A family H of hash functions mapping finite set {0, 1}n to finite set
{0, 1}m is almost-universal, if for all x, x′ ∈ {0, 1}n with x 6= x′ holds that

Pr
h←H

[h(x) = h(x′)] ≤ 2−m+1.

Universal and almost-universal hash functions can be constructed efficiently and
without additional complexity assumptions, see e.g. [CW79, DHKP97, IKOS08].

We introduce the following definition.

Definition 3.3. Let H be a family of hash functions mapping {0, 1}n to {0, 1}m. We
say that H is a family of all-prefix universal hash functions, if for all x, x′ ∈ {0, 1}n with
x 6= x′ and all w = 1, . . . ,m holds that

Pr
h←H

[h(x)1:w = h(x′)1:w] ≤ 2−w.

Note that all-prefix universality essentially means that for all prefixes of length w the
truncation of h to its first w bits h(x)1:w is a universal hash function. We also introduce
the slightly weaker notion of all-prefix almost-universality.

Definition 3.4. Let H be a family of hash functions mapping {0, 1}n to {0, 1}m. We
say that H is a family of all-prefix almost-universal hash functions (APUHFs), if for all
x, x′ ∈ {0, 1}n with x 6= x′ and all w ∈ [m] holds that

Pr
h←H

[h(x)1:w = h(x′)1:w] ≤ 2−w+1.

3.2.1 First Construction (Almost-Universal)

We construct a simple and efficient APUHF family based on the almost-universal hash
function of Dietzfelbinger et al . [DHKP97], which is defined as follows. Let m,n ∈ N
with m ≤ n. Let

Hn,m := {ha : a ∈ [2n − 1] and a is odd} (3.1)

be the family of hash functions, which for x ∈ Z2n is defined as

ha(x) := (ax mod 2n) div 2n−m, (3.2)
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where div 2n−m keeps the m most significant bits.
Before we prove that this function is all-prefix almost-universal, we first state the fol-
lowing lemma of Dietzfelbinger et al . [DHKP97].

Lemma 3.1 ([DHKP97]). Let n and m be positive integers with m = 1, . . . , n. If
x, y ∈ Z2n are distinct and ha ∈ Hn,m is chosen at random, then

Pr[ha(x) = ha(y)] ≤ 2−m+1

Thus, Hn,m is a family of almost-universal hash functions in the sense of Definition 3.2.

All-prefix almost-universality of Hn,m. Now we prove that the hash function family
Hn,m of Dietzfelbinger et al . [DHKP97] is not only almost-universal, but also satisfies
the stronger property of all-prefix almost-universality.

Theorem 3.1. Hn,m is a family of all-prefix almost-universal hash functions in the sense
of Definition 3.4.

Proof. Let ω,m, n be any positive integers with ω ≤ m ≤ n. Note that if ha(·) is a
function in Hn,m then ha(·)1:ω is a function in Hn,ω. Further note that Lemma 3.1 holds
for all ω = 1, . . . , n, which proves the claim.

In the sequel, we will sometimes write h instead of ha, when it is clear from the
context that h is be chosen uniformly random from Hn,m.

3.2.2 Second Construction (Universal)

While the almost-universal construction from Section 3.2.1 is already sufficient for all our
applications, it is natural to ask whether also all-prefix universal hash functions (not
almost-universal) can be constructed. We will show that each pairwise-independent
family of hash functions with range {0, 1}n is also a family of all-prefix universal hash
functions. To this end, let us first recall the notion of pairwise independent hash func-
tions.

Definition 3.5. Let H be a family of hash functions with domain {0, 1}n and range
{0, 1}m. We say that H is pairwise independent, if for all x, x′ ∈ {0, 1}n with x 6= x′ and
all y, z ∈ {0, 1}m holds that

Pr
h←H

[h(x) = y ∧h(x′) = z] = 2−2m.

We first show that pairwise independence implies all-prefix pairwise independence, which
is defined below. Then we show that this implies all-prefix universality. Let us write xi
to denote the i-th bit of the bit string x.

Definition 3.6. Let H be a family of hash functions mapping {0, 1}n to {0, 1}m. We
say that H is all-prefix pairwise independent, if for all x, x′ ∈ {0, 1}n with x 6= x′ and all
y, z′ ∈ {0, 1}m holds that

Pr
h←H

[h(x)1:w = y1:w ∧h(x′)1:w = z1:w] = 2−2w

for all w = 1, . . . ,m.
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Lemma 3.2. IfH is pairwise independent, then it is also all-prefix pairwise independent.

Proof. We have

Pr
h←H

[h(x)1:j = y1:j ∧h(x′)1:j = z1:j ]

= Pr
h←H

 ⋃
y′∈{0,1}m−j

h(x) = (y1:j ‖ y′)

∧
 ⋃
z′∈{0,1}m−j

h(x′) = (z1:j ‖ z′)


=

∑
y′∈{0,1}m−j

∑
z′∈{0,1}m−j

Pr
h←H

[
h(x) = (y1:j ‖ y′)∧h(x′) = (z1:j ‖ z′)

]
=

∑
y′∈{0,1}m−j

∑
z′∈{0,1}m−j

1

22m
=

2m−j · 2m−j

22m
=

1

22j
.

Now, it remains to show that all-prefix pairwise independence implies all-prefix univer-
sality.

Lemma 3.3. If H is all-prefix pairwise independent, then it is also all-prefix universal.

Proof. It holds that

Pr
h←H

[h(x)1:j = h(x′)1:j ] =
∑

y1:j∈{0,1}j
Pr
h←H

[h(x)1:j = y1:j ∧h(x′)1:j = y1:j ] (3.3)

=
∑

y1:j∈{0,1}j

1

22j
=

1

2j
,

where (3.3) holds because of Lemma 3.2.

Example instantiation. Let n ∈ N and let

Hn := {ha,b : a, b ∈ {0, 1}n}

be the family of hash functions

ha,b : GF (2n)→ GF (2n);x 7→ ax+ b,

where the arithmetic operations are in GF (2n).Since it is well-known that Hn is pairwise
independent we leave the following theorem without proof.

Theorem 3.2. Hn is a family of all-prefix universal hash functions.

Note that in the explicit construction of GF (2n) the choice of the irreducible polynomial
has big impact on the efficiency of the arithmetic operations.
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Input: Key (s1, ..., sm, k0) ∈ Sm ×K and (x1, ..., xm) ∈ Xm

For i = 1, ...,m :
ki ← F ((si, ki−1), xi)

Return km.

Figure 3.1: Definition of function F̂m of Boneh et al . [BMR10].

3.3 Augmented Cascade PRFs

Boneh et al . s[BMR10] showed how to construct a PRF

F̂m : (Sm ×K)×Xm → K

with key space (Sm ×K) and input space X from an augmented cascade of functions

F : (S ×K)×X → K

The augmented cascade construction is described in Figure 3.1. Boneh et al . [BMR10]
prove that F̂m is a secure PRF, if F is parallel secure in the following sense.

Definition 3.7[BMR10]. For a function F : (S × K) × X → K define F (Q) as the
function

F (Q) : (S ×KQ)× (X × [Q])→ K; ((s, k1, ..., kq), (x, i)) 7→ F ((s, ki), x) .

We say that A (tA, εA, Q)-breaks the Q-parallel security of F : (S ×K)×X → K, if it
(tA, εA, Q)-breaks the pseudorandomness of F (Q) in the sense of Definition 2.2.

Theorem 3.3 ([BMR10]). From each adversary Athat (tA, εA, Q)-breaks the pseudo-
randomness of F̂m, one can construct an adversary Bthat (tB, εB, Q)-breaks the Q-
parallel security of F (Q) with

tB = Θ(tA) and εB ≥
εA
m

Note that the security loss of this construction is linear in the length m of the input of
function F̂m.

3.4 The Augmented Cascade with Encoded Input

In this section, we show that APUHFs enable the instantiation of augmented cascade
PRFs [BMR10] with shorter keys of sligtly super-logarithmic size ω(log λ). The security
proof loses only a factor O(log λ), independent of the input size of the PRF, assuming
that (reasonably close bounds) on the number of queries Q and the success probability
1/2+εA of the PRF adversary A are known a priori. In contrast, the loss of the previous
security proof of [BMR10] is linear in the input size of the PRF (which is usually linear
in λ), but does not assume any a priori knowledge about A. We consider the special
case with input space X = {0, 1}, which encompasses the MDDH-based construction of
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Escala et al . [EHK+13a] and thus includes in particular both the instantiations of Naor-
Reingold [NR97] and Lewko-Waters [LW09]. Let Hn,m be a family of all-prefix almost-
universal hash functions according to Definition 3.4, and let F : (S ×K)× {0, 1} → K
be a function. We define the corresponding augmented cascade PRF with Hn,m-encoded
input as the function

F̂Hn,m : Sm ×K ×Hn,m × {0, 1}n → K

((s1, ..., sm), k, h, x) 7→ F̂m((s1, ..., sm), k, h(x)) (3.4)

where F̂m is the augmented cascade construction of Boneh et al . [BMR10], applied to
F as described in Figure 3.1.

Remark 3.1. Note that evaluating the PRF requires only m recursions in the augmented
cascade, and that, accordingly, the secret key consists of only m elements and the de-
scription of h, while the input size can be any polynomial number of n bits, with possibly
n� m. We will later show that it suffices to set m = ω(log λ) slightly super-logarithmic,
thanks to the input encoding with an all-prefix almost-universal hash function. Also the
security loss of this construction is only O(log λ) and independent of the size of the input
n.

3.4.1 Preparation for the Security Proof

In this section we describe a few technical observations which will simplify the security
proof. Furthermore, we define perfect one-time security as an additional property of a
function F (s, x, k), which will also be required for the proof. We will argue later that the
Matrix-DDH-based instantiations of the augmented cascade of [EHK+13a], including the
functions of Naor-Reingold [NR97] and Lewko-Waters [LW09], all satisfy this additional
notion. Moreover, we will show that the LWE-based PRF of [BPR12] can be viewed as
an augmented cascade and it is perfectly one-time secure.

An observation about the augmented cascade. The following observation will be useful
to follow the security proof more easily. Suppose we want to compute

z = F̂m((s1, ..., sm), k, h(x))

then, due to the recursive definition of F̂m, we can equivalently proceed in the following
two steps.

1. Let i ∈ [m]. We first process the first i bits h(x)1:i of h(x) with (s1, . . . , si, k), and
compute and “intermediate key” kx as

kx := F̂ i((s1, . . . , si), k, h(x)1:i)

2. Then we process the remaining m − i bits h(x)i+1:m of h(x) with the remaining
key elements (si+1, . . . , sm, kx) by computing

z = F̂m−i((si+1, ..., sm), kx, h(x)i+1:m)

We formulate this observation as a lemma.
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Lemma 3.4. For all i = 1, . . . ,m, we have

F̂m((s1, ..., sm), k, h(x)) = F̂m−i((si+1, ..., sm), kx, h(x)i+1:m)

where kx := F̂ i((s1, . . . , si), k, h(x)1:i).

Perfect One-Time Security. We will furthermore require an additional security property
of F , which we call perfect one-time security, and show that this property is satisfied by
all instantiations of function F considered in this section. We demand that F (s, x, k)
is identically distributed to a random function R(x), if it is only evaluated once. This
must hold over the uniformly random choice k ← K, and for any s ∈ S and x ∈ {0, 1}.
Definition 3.8. We say that a function F : S ×K × {0, 1}m → K is perfectly one-time
secure, if

Pr
k←K

[
F (s, k, x) = k′

]
=

1

|K|
for all (s, x, k′) ∈ S × {0, 1}m ×K.

Perfect one-time security basically guarantees uniformity of the hash function, if it is
evaluated only once (“1-uniformity”).
The following lemma follows directly from Definition 3.8. It will be useful to prove
security of our variant of the augmented cascade.

Lemma 3.5. Let m ∈ N and F : S × K × {0, 1} → K be perfectly one-time secure.
Then the augmented cascade F̂m constructed from F is also perfectly one-time secure.
That is

Pr
k←K

[
F̂m((s1, ..., sm), k, x) = k′

]
=

1

|K|
for all ((s1, ..., sm), k′, x) ∈ Sm ×K × {0, 1}m.

Proof. For a uniformly random chosen k it holds that Pr [F (s1, k, x1) = k1] = 1
|K| for

all (s1, k, x1) ∈ S ×K × {0, 1} because of the perfect one-time security of F . Thus the
input for the second iteration stays uniformly random. Due to the recursive construction
executing all the following iterations will keep this distribution, which gives us the perfect
one-time security of F̂m.

3.4.2 Security Proof

Now we are ready to prove the following theorem.

Theorem 3.4. Let m = ω(log λ) be (slightly) super-logarithmic, Hn,m be a family of
all-prefix almost universal hash functions and F be perfectly one-time secure. From
each adversary A that (tA, εA, Q)-breaks the pseudorandomness of F̂Hn,m with Q/εA =
poly(λ) for some polynomial poly, we can construct an adversary B that (tB, εB, Q)-breaks
the pseudorandomness of F̂ j , where

j = O(log λ) and tB = Θ(tA) and εB ≥ εA/2
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Proof. In the sequel let j = j(λ) be defined such that

j :=
⌈
log(2Q2/εA)

⌉
(3.5)

Observe that we have j(λ) ≤ m(λ) for sufficiently large λ, because the fact that we have
Q/εA = poly(λ) for some polynomial poly and j < log(2Q2/εA) + 1 together yield that
j = O(log λ), while we have m = ω(log λ).

Remark 3.2. Note that although we have j = O(log(2Q2/εA)) = O(log λ), the constant
hidden in the big-O notation depends on the adversary.

We describe a sequence of games, where Game 0 is the original PRF security experiment,
and in the last game the probability that the experiment outputs 1 is 1/2, such that no
adversary can have any advantage. Let Xi denote the event that the experiment outputs
1 in Game i, and let Oi denote the oracle provided by the experiment in Game i.

Game 0. This is the original security experiment. In particular, we have

O0(x) =

{
F̂Hn,m((s1, ..., sm), k, h, x) if b = 1

R(x) if b = 0

where R is a random function. Therefore, by definition, it holds that

Pr [X0] = 1/2 + εA

Game 1. We change the way how the oracle implements function F̂Hn,m . That is, we
modify the behaviour of O1 in case b = 1, while in case b = 0 oracle O1 proceeds identical
to O0. Recall that

F̂Hn,m((s1, ..., sm), k, h, x) = F̂m ((s1, ..., sm), k, h(x))

O1 implements this function in a specific way. Using the observation from Lemma 3.4,
it computes F̂m ((s1, ..., sm), k, h(x)) in two steps:

1. kx := F̂ j((s1, . . . , sj), k, h(x)1:j),

2. z := F̂m−j((sj+1, ..., sm, kx, h(x)j+1:m),

where j is as defined above, and we use that j ≤ m. By Lemma 3.4, this is just a specific
way to implement function F̂m, so the change is purely conceptual and we have

Pr [X1] = Pr [X0]

Game 2. This game is identical to Game 1, except that we replace the function F̂m

implemented by oracle O1 partially with a random function. More precisely, oracle
O2 chooses a second random function Rj : {0, 1}j → K. If b = 1, then it computes
z = O2(x) as

1. kx := Rj(h(x)1:j)

2. z := F̂m−j((sj+1, ..., sm), kx, h(x)j+1:m)

21



3 Simple and Efficient PRFs with Tight Security via All-Prefix Universal Hash Functions

If b = 0, then it proceeds exactly like O1. The proof of the following lemma is postponed
to Section 3.4.3.

Lemma 3.6. From each Athat runs in time tA and issues Q oracle queries one can
construct an adversary B that (tB, εB, Q)-breaks the pseudorandomness of F̂ j where

tB = Θ(tA) and εB = |Pr [X1]− Pr [X2]| (3.6)

Game 3. This game is identical to Game 2, but O3 performs an additional check. When-
ever Amakes an oracle query x, O3 checks whether there has been a previous oracle query
x′ such that

h(x)1:j = h(x′)1:j

If this holds, then O3 raises event coll, and the experiment outputs a random bit and
terminates. Note that the check is always performed, for both values b ∈ {0, 1}. Since
both games are identical until coll, we have

|Pr [X2]− Pr [X3]| ≤ Pr [coll]

Again, the proof of the following lemma is postponed, to Section 3.4.4.

Lemma 3.7. If F is perfectly one-time secure, then Pr [coll] ≤ εA/2 and Pr
[
X3 | coll

]
=

1/2.

We finish the proof of Theorem 3.4 before we prove Lemmas 3.6 and 3.7. We have

Pr [X3] = Pr [X3 | coll] · Pr [coll] + Pr
[
X3 | coll

]
· (1− Pr [coll]) (3.7)

Recall that X3 denotes the probability that the experiment outputs 1, which happens if
and only if A outputs b′ with b = b′. By construction of the experiment, we abort and
output a random bit in Game 3, if coll occurs. In combination with Lemma 3.7 we thus
get

Pr [X3 | coll] = Pr
[
X3 | coll

]
= 1/2

Plugging this into (3.7) yields

Pr [X3] = 1/2 · Pr [coll] + 1/2 · (1− Pr [coll]) = 1/2 (3.8)

Lower bound on εB. Finally, using (3.8), the bounds from Lemmas 3.6 and 3.7, and the
fact that Pr [X0] = Pr [X1], we obtain a lower bound on εB:

1/2 + εA = Pr [X0] = Pr [X1] ≤ Pr [X2] + εB ≤ 1/2 + εA/2 + εB

⇐⇒ εB ≥ εA/2

Furthermore, by Lemma 3.6, algorithm B runs in time tB = Θ(tA) and issues Q oracle
queries.
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3.4.3 Proof of Lemma 3.6

Adversary B plays the pseudorandomness security experiment with function F̂ j . Let
O denote the PRF oracle provided to B in this game. B runs A as a subroutine by
simulating the security experiment as follows.

Initialization. B samples a bit b ← {0, 1}, a hash function h ← Hn,m, and picks
(sj+1, ..., sm), where si ← S for all i = j + 1, . . . ,m

Handling of oracle queries. Whenever A queries x ∈ {0, 1}n, B proceeds as follows.

• If b = 0, then B proceeds exactly like the original experiment. That is, it responds
with R(x), where R : {0, 1}n → K is a random function.

• If b = 1, then B computes h(x) and queries O to obtain kx := O(h(x)1:j). Then it
computes

z := F̂m−j((sj+1, ..., sm), kx, h(x)j+1:m)

and returns z to A.

Finalization. Finally, when A terminates, then B outputs whatever A outputs, and
terminates.

Analysis of B. Note that the running time of B is essentially identical to the running
time of A plus a minor number of additional operations, thus we have tB = Θ(tA). If
O(x) = F̂ j((s1, ..., sj , k), h(x)1:j), then by Lemma 3.4 it holds that z = F̂m((s1, ..., sm, k),
h(x)). Thus, the view ofA is identical to Game 1. IfO(x) implements a random function,
then its view is identical to Game 2. This yields the claim.

3.4.4 Proof of Lemma 3.7

In order to show that Pr [coll] ≤ εA/2, we prove that all queries of Aare independent
of h, regardless of b = 0 or b = 1, until coll occurs. This allows us to derive an upper
bound on coll. Consider the sequence of queries x1, . . . , xQ made by A. Recall that we
assume xu 6= xv for u 6= v without loss of generality.

The case b = 0. In this case, O3(xi) is a random function R(xi), and therefore all
information observed by Ais independent of h, until coll occurs. Thus, the view of Ais
equivalent to a world in which the experiment does not choose h at the beginning, but
only after Ahas made all queries, and only then computes h(xi)1:j for all i = 1, . . . , Q
and outputs a random bit if a collision occurred. By the almost-universality, we thus
obtain that

Pr [coll | b = 0] ≤
Q∑
i=2

i− 1

2j−1
≤ Q2

2j
≤ Q2εA

2Q2
=
εA
2
.

Note that we use here that j ≥ log(2Q2/εA), which holds due to the definition of j in
(3.5).
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The case b = 1. We may assume without loss of generality that Q > 0, as otherwise A
receives no information about b and thus we would have εA = 0. Consider the first query
O3(x1) of A. The oracle proceeds as follows. At first it computes kx1 := Rj(h(x1)1:j).
Since Rj is a random function, this value is independent of h. In the next step it
computes z1 := F̂m−j((sj+1, ..., sm), kx1 , h(x1)j+1:m), which is still uniformly random.
To see this, note that the perfect one-time security of F guarantees perfect one-time
security of F̂m−j as shown in Lemma 3.5. Thus A gains no information about h at this
point and the next query cannot be adaptive with regard to h.

Now if A queries O3(x2), then the experiment will evaluate the random functions
Rj on a different position than in the first query, unless

h(x1)1:j = h(x2)1:j (3.9)

Due to the fact that the response to x1 was independent of h and the almost-universality
of h, (3.9) happens with probability at most 1/2j−1. Therefore, again by the perfect one-
time security of F , A receives another uniformly random value z2, which is independent
of h, except with probability at most 1/2j−1. Continuing this argument inductively over
all Q queries of A, we see that on its i-th query A will receive a random response which
is independent of h, except with probability (i − 1)/2j−1, provided that all previous
responses were independent of h. A union bound now yields

Pr [coll | b = 1] ≤
Q∑
i=2

i− 1

2j−1
≤ Q2

2j
≤ Q2εA

2Q2
=
εA
2
.

It remains to show that Pr
[
X3 | coll

]
= 1/2. Let us consider the case b = 1. If coll

occurs, then there are no collisions, such that the oracle calls random function Rj on
always different inputs, each time receiving an independent, uniformly random value.
Applying the perfect one-time security of F̂m−j again, the response of the oracle to each
query is therefore uniformly distributed and independent of all other queries. Thus,
provided that no collision occurs, the view in case b = 1 is perfectly indistinguishable
from the case b = 0, which yields the claim.

3.5 Applications

3.5.1 Efficient and Tightly-Secure PRF from Matrix Diffie-Hellman
Assumptions

We recall the definition of the matrix Diffie-Hellman (MDDH) assumption and the pseu-
dorandom function (PRF) from [EHK+13a]. We consider a variant where an all-prefix
almost-universal hash function is applied to the input before it is processed by the PRF.
We note that the MDDH assumption generalizes the Decisional Diffie-Hellman (DDH)
and Decisional d-Linear (d-LIN) assumptions, and, moreover, it gives us a framework
to analyze the algebraic structure behind the Diffie-Hellman-based cryptographic prim-
itives. Thus, our results can be carried on to the Naor-Reingold PRF (based on the
DDH assumption) [NR97] and the Lewko-Waters PRF (based on the d-LIN assumption)
[LW09].
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Notations and the MDDH Assumption. Let G := (G1, [1]1, q) be a description of multi-
plicative group G1 with random generator [1]1 and prime order q. Following the “implicit
notation” of [EHK+13b], we write [a]1 shorthand for [1]a1. More generally, for a matrix
A = (aij) ∈ Zn×mq , we define [A]1 as the implicit representation of A in G1:

[A]1 :=

[a11]1 ... [a1m]1

[an1]1 ... [anm]1

 ∈ Gn×m
1 .

Let us first recall the definition of the matrix Diffie-Hellman (MDDH) assumption
[EHK+13b, EHK+13a].

Definition 3.9. Matrix distribution. Let `, d ∈ N and ` > d. We call D`,d a matrix
distribution if it outputs matrices in Z`×dq of full rank d in polynomial time, namely, it
is efficiently samplable. We define Dd := Dd+1,d.

Without loss of generality, we assume the first d rows of A← D`,d form a full-rank
and invertible matrix, and we denote it by A and the rest `− d rows by A.

Definition 3.10. Transformation matrix. Let D`,d be a matrix distribution and A

be a matrix from it. The transformation matrix of A is defined as T := A · A−1 ∈
Z(`−d)×d
q .

The D`,d-MDDH problem is to distinguish the two distributions ([A]1, [Aw]1) and
([A]1, [u]1) where A← D`,d, w← Zdq and u← Z`q.
Definition 3.11D`,d-Matrix Diffie-Hellman assumption, D`,d-MDDH. [EHK+13b,
EHK+13a] Let D`,d be a matrix distribution. We say that adversary A (tA, εA)-breaks
the D`,d-Matrix Diffie-Hellman (D`,d-MDDH) assumption in group G1, if A runs in time
tA and

|Pr[A(G, [A]1, [Aw]1) = 1]− Pr[A(G, [A]1, [u]1) = 1]| ≥ εA,

where the probability is taken over A← D`,d,w← Zdq ,u← Z`q.

Examples of D`,d-MDDH. [EHK+13b, EHK+13a] define distributions Ld, Cd, SCd,
ILd, and Ud which corresponds to the d-Linear, d-Cascade, d-Symmetric-Cascade, d-
Incremental-Linear, and d-Uniform assumption, respectively. All these assumptions are
proven secure in the generic group model [EHK+13b, EHK+13a] and form a hierarchy
of increasingly weaker assumptions.

A simple example is the L1-MDDH assumption for d = 1, which is the DDH as-
sumption: Choose a,w, z ← Zq, and the DDH assumption states that the following two
distributions are computationally indistinguishable:

([1, a, w, aw]1) ≈c ([1, a, w, z]1).

This can be represented via the L1-MDDH assumption which states the following two
distributions are computationally indistinguishable:

([ a1 ]1 , [
aw
w ]1) =: ([A]1 , [Aw]1) ≈c ([A]1 , [u]1) := ([ a1 ]1 , [

z
w ]1).

For d = 1 the transformation matrix T contains only one element, and for L1-MDDH
the corresponding transformation matrix is T = 1

a .
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We give more examples of matrix distributions from [EHK+13b, EHK+13a] for d = 2
in Section 3.5.3.

The PRF construction of [EHK+13a] and its security. Let G := (G1, P, q) be a descrip-
tion of a multiplicative group G1 with random generator [1]1 and prime order q. Let D`,d
be a matrix distribution and we assume that (`− d) divides d and define t := d/(`− d).

Following the approach of Section 5.3 of [EHK+13a], we choose a random vector
h← Zdq , and, for i = 1, ...,m and j = 1, ..., t, we choose Ai,j ← D`,d and compute trans-

formation matrices T̂i,j := Ai,jA
−1
i,j ∈ Z(`−d)×d

q and define the aggregated transformation
matrices

Ti :=

T̂i,1
...

T̂i,t

 ∈ Zd×dq ,

and S := (T1, ...,Tm). Here, for i ∈ {1, ...,m}, we require that Ti has full rank. We
note that this requirement can be satisfied by all the matrix distributions described
in [EHK+13a] with overwhelming probability. This implies the distribution of our Ti’s
is statistically close to that in [EHK+13a], up to a negligibly small statistical distance
of 1/(q − 1). Thus, their security results can be applied here.

Now let S := Zd×dq , K := Gd
1, and X := {0, 1}. The basis of the PRF construction

from [EHK+13a] is the function FMDDH : S ×K ×X → K defined as

FMDDH(T, [h]1, x) :=

{
[h]1 if x = 0

[T · h]1 if x = 1
(3.10)

By applying the augmented cascade of Boneh et al . [BMR10] (Figure 3.1) to FMDDH,

Escala et al . [EHK+13a] obtain their PRF FmMDDH with key space (Z(d×d)
q )m × Gd

1 and
domain {0, 1}m:

FmMDDH : (Z(d×d)
q )m ×Gd

1 × {0, 1}m → G1

FmMDDH(S, [h]1, x) :=

[( ∏
i:xi=1

Ti

)
· h

]
1

(3.11)

where S := (T1, ...,Tm). The following theorem was proven in [EHK+13b, EHK+13a].

Theorem 3.5 ([EHK+13a, Theorem 12]). From each adversary A that (tA, εA, Q)-
breaks the security of FmMDDH with input space {0, 1}m we can construct an adversary
Bthat (tB, εB)-breaks the D`,d-MDDH assumption in G1 with

tB = Θ(tA) and εB ≥
εA
dm

Note that d is a constant, so that the security loss is linear in the size m of the input
space.
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Our construction. By additionally encoding the input with an APUHF as described in
(3.4), we finally obtain the function F

Hn,m

MDDH : Sm ×K ×Hn,m × {0, 1}n → K as

F
Hn,m

MDDH(S, [h]1, h, x) = FmMDDH(S, [h]1, h(x)) =

 m∏
i:h(x)i=1

Ti

 · h


1

(3.12)

In order to apply Theorem 3.4 to show that this particular instance of the augmented
cascade with encoded input is a secure PRF with key space Sm×K×Hn,m and domain
{0, 1}n, we merely have to prove that function FMDDH is perfectly one-time secure.

Lemma 3.8. Function FMDDH from (3.10) is perfectly one-time secure.

Proof. We have to show that

Pr
[h]1←Gd

1

[
FMDDH(T, [h]1, x) = [h′]1

]
=

1

|G1|d
.

for all (T, x, [h′]1) ∈ S × {0, 1} ×Gd
1.

If x = 0 then FMDDH(T, [h]1, 0) = [h]1, which is a random vector in Gd
1 by definition. If

x = 1 then FMDDH(T, [h]1, 1) = [Th]1, which is again a random vector, due to the fact
that T is a full-rank matrix.

By combining Theorem 3.4 with Theorem 3.5 we now obtain the following result, which
shows that setting m = ω(log λ) is sufficient to achieve tight security.

Theorem 3.6. Let m = ω(log λ) be (slightly) super-logarithmic and Hn,m be a family
of all-prefix almost universal hash functions. From each adversary A that (tA, εA, Q)-

breaks the security of F
Hn,m

MDDH with Q/εA = poly(λ) for some polynomial poly we can
construct an adversary B′ that (t′B, ε

′
B)-breaks the D`,d-MDDH assumption in G1 with

t′B = Θ(tA) and ε′B ≥
εA
2dj

where j = O(log λ).

Proof. Theorem 3.4 shows that from each adversaryA that (tA, εA, q)-breaks the pseudo-

randomness of F
Hn,m

MDDH with Q/εA = poly(λ) for some polynomial poly, we can construct

an adversary B that (tB, εB, Q)-breaks the pseudorandomness of the function F jMDDH

with input space {0, 1}j , where

j = O(log λ) and tB = Θ(tA) and εB ≥ εA/2

Theorem 3.5 in turn shows that from each adversary Bthat (tB, εB, Q)-breaks the secu-
rity of F jMDDH we can construct an adversary B’ that (t′B, ε

′
B)-breaks the D`,d-MDDH

assumption in G1 with

t′B = Θ(tB) and ε′B ≥
εB
dj
≥ εA

2dj

which yields the claim.
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Comparison to the DDH-based PRF of [NR97]. One particularly interesting instantia-
tion of FmMDDH is based on the L1-MDDH assumption, which is an improvement over the
famous Naor-Reingold construction based on the DDH (namely, L1-MDDH) assump-
tion from [NR97]. In FmMDDH, we sample Ai from D`,d and then compute the aggregated
transformation matrices Ti. For the L1 distribution, we can equivalently pick random
elements Ti from Zq.

Let G1 be a group of prime order q, S := Zq, K := G1, X := {0, 1}n andm = ω(log λ)
as above. Then we choose T1, ..., Tm, a← Zq and obtain a PRF with domain {0, 1}n as

F
Hn,m

DDH (S, [a]1, h, x) =

 m∏
i:h(x)i=1

Ti

 · a


1

.

Note that the resulting PRF is identical to the original Naor-Reingold function [NR97],
except that an APUHF h is applied to the input x before it is processed in the Naor-
Reingold construction. For the original construction from [NR97] both the size of the
secret key and the tightness loss of the security proof (based on the DDH assumption in
G1) are linear in the bit-length of the function input. We show that merely by encoding
the input with an APUHF one can obtain shorter secret keys of size m = ω(log λ) and
with security loss O(log λ) (based on the same assumption as [NR97]), even for input
size n� m.

Comparison to the Matrix-DDH PRF of [DS15]. Döttling and Schröder [DS15] also
described a variant of the Matrix-DDH-based PRF of [EHK+13b]. Their PRF is the
function

FDS15
MDDH(S, [h]1, x) :=

 m∏
j=1

(Ti + x2j · I)

 · h


1

(3.13)

where S, [h], and m are as in our construction, and x ∈ Zq. Thus, in comparison, our
construction from (3.12) uses the same value of m, but is somewhat simpler that (3.13)
and also slightly more efficient to evaluate. In particular, the computation of the terms
of the form (x2j · I) is replaced with a single evaluation of the APUHF h. Another
difference is that the domain of their function is restricted to x ∈ Zq, while in our case
x ∈ {0, 1}n can be any bit string of polynomially-bounded length n = n(λ).

3.5.2 More Efficient LWE-based PRFs

We recall the learning with error (LWE) assumption. Then we apply our results to the
LWE-based PRF from Banerjee, Peikert and Rosen [BPR12].

Definition 3.12. Learning With Errors assumption, LWE Let p be a modulus, N
be a positive integer, and χα := DZp,α be a Gaussian distribution with noise parameter
α. Let h ← ZNp be a random vector. We say that adversary A (tA, εA)-breaks the
LWEp,N,α assumption if it runs in time tA and

|Pr[A(h,h>s + e) = 1]− Pr[A(h, u) = 1]| ≥ εA,
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where h← ZNp , s← ZNp , e← χα and u← Zp.
Let b·e be the rounding function, which rounds a real number to the largest integer

which does not exceed it. Let p ≥ q. For an element h ∈ Zp, we define the rounding
function b·eq : Zp → Zq as bheq := b(q/p)he, and for a vector h ∈ ZNp , the rounding
function bheq is defined component-wise.

The PRF construction of [BPR12] and its security. Let S := χN×Nα and K := ZNp ,
and X := {0, 1}. We assume that S ∈ S has full rank. The basis of the PRF of [BPR12]
is the function FLWE : S ×K ×X → K,

FLWE(S,h, x) :=

{
h if x = 0

S · h if x = 1
(3.14)

We apply a slightly different augmented cascade transformation in Figure 3.1 to

obtain the PRF of [BPR12] with key space (χ
(N×N)
α )m × ZNp and domain {0, 1}m:

FmLWE : (χ(N×N)
α )m × ZNp × {0, 1}m → Zq

FmLWE(S,h, x) :=

⌊(
m∏

i:xi=1

Si

)
· h

⌉
q

(3.15)

where S := (S1, ...,Sm) and h ← ZNp . Different to Figure 3.1, we apply the rounding
function on the output of Figure 3.1.

Theorem 3.7 ([BPR12, Theorem 5.2]). Let χα = DZ,α be a Gaussian distribution with
parameter α > 0, let m be a positive integer that denotes the length of message inputs.
Define B := m(Cα

√
N)m for a suitable universal constant C. Let p, q be two moduli

such that p > q ·B ·Nω(1).
From each adversary A that (tA, εA, Q)-breaks the security of FmLWE with input

space {0, 1}m (for an arbitrary positive integer m) we can construct an adversary Bthat
(tB, εB)-breaks the LWEp,N,α assumption with

tB = Θ(tA) and εB ≥
εA

m ·N

Note that B is an important parameter, since it determines the size of the LWE
modulus p and contains the expensive term Nm/2, which is exponential in m. Thus, a
smaller m can give us a smaller p, which in turn yields a weaker LWE assumption and
a much more efficient PRF. In the following, we apply our results to FmLWE to reduce m
from polynomial to logarithmic in security parameter λ.

Our construction. By additionally encoding the input with an APUHF as described in

(3.4), we finally obtain F
Hn,m

LWE : (χ
(N×N)
α )m × ZNp ×Hn,m × {0, 1}m → ZNq as

FmLWE(S,h, h(x)) :=

 m∏
i:h(x)i=1

Si

 · h

q

(3.16)
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In order to apply Theorem 3.4 to show that this particular instance of the augmented
cascade with encoded input is a secure PRF with key space Sm×K×Hn,m and domain
{0, 1}n, we have to prove that function FLWE is perfectly one-time secure.

Lemma 3.9. Function FLWE from (3.14) is perfectly one-time secure.

Proof. We have to show that

Pr
h←Zp

[
FLWE(S,h, x) = h′

]
=

1

pN
.

for all (S, x,h′) ∈ S × {0, 1} × ZNp .

If x = 0 then FLWE(S,h, 0) = h, which is a random vector in ZNp by definition. If
x = 1 then FLWE(S,h, 1) = S · h, which is again a random vector, due to the fact that
S is a full-rank matrix.

We recall the following useful notations and corollary for the proof of Theorem 3.8
given below. We define an error sampling function E : {0, 1}j → ZN and for x ∈ {0, 1}j

and j ∈= 1, . . . ,m we define the randomized version of F jLWE as F̃ jLWE(x) =
(∏j

i:xi=1 Si

)
·

h + E(x). The proof of Theorem 5.2 and Lemma 5.5 in [BPR12] show that F̃ jLWE is
pseudorandom based on the decisional LWE assumption and it holds that FmLWE(x) =⌊(∏m

i>j∧xi=1 Si

)
· F̃ jLWE(x)

⌉
q
, except with negligible probability. We summarize this in

the following corollary.

Corollary 3.1. Let all the parameters be defined as in Theorem 3.7. There exists an
efficiently randomized error sampling function E : {0, 1}j → ZN , such that, from each

adversary A that (tA, εA, Q)-breaks the security of F̃ jLWE(x) =
(∏j

i:xi=1 Si

)
· h + E(x)

with input x ∈ {0, 1}j (for j ∈ {1, . . . ,m}) we can construct an adversary Bthat (tB, εB)-
breaks the LWEp,N,α assumption with

tB = Θ(tA) and εB ≥
εA

m ·N
.

Moreover, except with probability 2−Ω(N), we have

FmLWE(x) =

 m∏
i>j∧xi=1

Si

 · F̃ jLWE(x)


q

.

Theorem 3.8. Let m = ω(log λ) be (slightly) super-logarithmic and Hn,m be a family
of all-prefix almost universal hash functions. Let χα = DZ,α be a Gaussian distribution
with parameter α > 0, let m be a positive integer denotes the length of message inputs.
Define B := m(Cα

√
N)m for a suitable universal constant C. Let p, q be two moduli

such that p > q ·B ·Nω(1).
From each adversary A that (tA, εA, Q)-breaks the security of F

Hn,m

LWE with Q/εA =
poly(λ) for some polynomial poly we can construct an adversary B′ that (t′B, ε

′
B)-breaks
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the LWEp,N,α assumption with

t′B = Θ(tA) and ε′B ≥
εA

2j ·N
− 2−Ω(N)

where j = O(log λ).

Proof. The proof is the same as the one for Theorem 3.4. The only difference is between
Games 1 and 2. Here we do one intermediate game transition Game 1’: We simulate

O1(x) by returning FmLWE(x) =
⌊(∏m

i>j∧xi=1 Si

)
· F̃ jLWE(x)

⌉
q

and O0 by returning a

random vector in ZNq .
By the second statement of Corollary 3.1, the difference between Games 1 and 1’ is

bounded by the statistical difference 2−Ω(N). Moreover, the difference between Games
1’ and 2 is bounded by the security of F̃ jLWE. By the first statement of Corollary 3.1 we
can conclude the proof.

Comparison to the LWE PRF of [DS15]. Döttling and Schröder [DS15] describe a
different variant of the BPR PRF. Their approach is to instantiate their Construction 1
with the BPR PRF and then obtain the following function

FDS15
LWE (K,h, x) =

L⊕
i=1

λ⊕
j=1

F 2i

LWE(S,h,Bin(j)||H2i,j(x))

where L = ω(log λ), for each j = 1, . . . , λ the function H2i,j : {0, 1}n → {0, 1}i+1 is
chosen from a suitable universal hash function family with range {0, 1}i+1, and S is
chosen the same as ours.

Compared with FDS15
LWE , our variant has shorter secret keys: instead of having L · λ

many hash functions, we only have a single one. In terms of computation efficiency,
instead of running Hi and F iLWE for L ·λ times, we only run the hash function and FmLWE

once.

3.5.3 Further Examples of Matrix Distributions

Let us recall some further examples for matrix distributions from [EHK+13b, EHK+13a]
for completeness and self-containedness.

L2 : A =
(
a1 0
0 a2
1 1

)
, C2 : A =

(
a1 0
1 a2
0 1

)
, IL2 : A =

(
a1 0
0 a1+1
1 1

)
,

SC2 : A =
(
a1 0
1 a1
0 1

)
, U2 : A =

(
a1 a2
a3 a4
a5 a6

)
,

where a1, . . . , a6 ← Zq. The corresponding transformation matrices are as follow,

L2 : T = (
1

a1
,

1

a2
), C2 : T = (± 1

a1a2
,∓ 1

a2
), IL2 : T = (

1

a1
,

1

a1 + 1
)

SC2 : T = (± 1

a2
1

,∓ 1

a1
), U2 : T = (

a4a5 − a3a6

a1a4 − a2a3
,
a1a6 − a2a5

a1a4 − a2a3
).
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The advantage of SCd and ILd is that they can be represented by one group element
and have the same security guarantee as the d-Linear assumption.

3.6 Discussions

On the necessity of the “all-prefix” property. A natural question that arises is whether
the “all-prefix” property is really necessary, or whether it is sufficient to use a standard
universal hash function with fixed output space {0, 1}j instead. However, it turns out
that it is indeed necessary. To see this, recall that j depends on the particular values
of Q and εA of a particular given adversary, via the definition j =

⌈
log(2Q2/εA)

⌉
in

(3.5). One may wonder why we set j so precisely, depending on the given adversary,
rather than simply choosing j sufficiently large such that it would work for any efficient
adversary. The purpose of this precise choice is to balance between two properties that
we need to obtain tight security:

1. On the one hand, we need j to be sufficiently large, such that the probability of a
collision of (the j-bit prefix of) the universal hash function is sufficiently unlikely.

2. On the other hand, we have to keep j short enough, in order to get a tight reduction.

This is why the value j depends on the given adversary, specifically on the particular
values of Q and εA. We stress that this particular choice of j is only required in the
security proof, but not in the PRF construction itself. That is, we do not simply fix
j to be the largest value of j such that the collision probability is sufficiently small for
any adversary, because then for certain adversaries j, could be “too large” such that the
reduction would not be tight. Similarly, if we used a standard universal hash function
with output length j, j would also fixed to some specific value in the construction of the
PRF, and thus would again make the PRF construction only tightly secure for certain
adversaries that match this particular choice of j, but not necessarily for all efficient
adversaries.

For example, using a standard UHF with m = ω(log λ) suffices to bound the collision
probaility, but this yields only super-logarithmic tightness, and thus would be worse
than in the construction of Döttling and Schröder [DS15], while we achieve logarithmic
tightness with an APUHF.

Hence, the important new feature that all-prefix universality provides is that it
guarantees that a suitable choice of j exists for any efficient adversary. This makes the
construction independent of a particular class of adversaries that match a certain fixed
value of j, while at the same time it ensures that the security proof depends tightly on the
particularly given adversary. Hence, using an APUHF instead of a standard universal
hash function is not just sufficient, but also necessary in order to capture all efficient
adversaries and to keep the security proof tight.

We note that Döttling and Schröder [DS15] also use multiple instances of the un-
derlying pseudorandom function, with increasing security, in order to achieve tightness.
Essentially, we replace these multiple instances with a single instance, in combination
with an all-prefix universal hash function. From an abstract high-level perspective, in
our approach each prefix implicitly corresponds to one PRF instance of [DS15]. This
makes our construction significantly more efficient.
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Conclusion. We have introduced all-prefix (almost-)universal hash functions (APUHFs)
as a tool to generically improve the augmented cascade construction of pseudorandom
functions by Boneh, Montgomery, and Raghunathan [BMR10]. By generically applying
an APUHF to the function input before processing it in the augmented cascade, we are
able to reduce both the key size and the tightness of the security proof by one order of
magnitude. We gave simple and very efficient constructions of such function families,
based on the almost-universal hash function family of Dietzfelbinger et al . [DHKP97],
which can be evaluated by essentially a single modular multiplication, and generically
on pairwise-independent hash functions.

For the instantiation based on Matrix-DDH assumptions of [EHK+13b], which in-
cludes the classical constructions of Naor-Reingold [NR97] and the Lewko-Waters [LW09]
as special cases, this yields asymptotically short keys consisting of only ω(log λ) elements
and tight security with loss only O(log λ). These parameters are similar to the respec-
tive constructions of Döttling and Schröder [DS15], but our instantiation is conceptually
much simpler and slightly more efficient.

For the LWE-based instantiation based on Banerjee, Peikert and Rosen [BPR12]
(BPR), we are able to reduce the required size of the LWE modulus p from exponential to
super-polynomial in the security parameter, which significantly improves efficiency and
allows to prove security under a weaker LWE assumption. Again, the latter is similar
to a result from [DS15], but we replace their relatively expensive generic construction,
which requires to run λ ·ω(log λ) instances of the BPR function in parallel, with a single
instance plus an all-prefix almost-universal hash function.

We believe that APUHFs may have many further applications in cryptography be-
yond pseudorandom functions. This may include, for example, constructions of more
efficient cryptosystems with tight provable security, such as digital signatures or public-
key encryption schemes. In particular constructions using arguments similar to pseudo-
random functions based on the augmented cascade, such as [CW13, GHKW16], seem to
be promising targets.
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CHAPTER 4

Efficient Forward-Secure Threshold Signature and

Public-Key Encryption Schemes

The purpose of forward-secure threshold schemes is to mitigate the damage of secret
key exposure. We construct a forward-secure threshold signature scheme and a forward-
secure threshold encryption scheme. Both of them are based on bilinear pairings with
groups of prime order. Compared to existing schemes, our schemes are much more effi-
cient since they have a non-interactive key update procedure and also a non-interactive
signing procedure and decryption procedure, respectively. Additionally, our schemes do
not require a trusted dealer and have optimal resilience as well as small signatures and
small ciphertexts, respectively. We prove our signature scheme EUF-CMA forward se-
cure and our encryption scheme CCA forward secure, both against adaptive adversaries.
Moreover, both schemes are robust against malicious adversaries. Our schemes are the
first which achieve all of these and that can also be implemented on standardized elliptic
curves.
The results in this chapter are my own work and are based on [Kur20a, Kur20b]. The
articles are going to appear at ACISP 2020 and IWSEC 2020, respectively.

4.1 Introduction

Forward-secure threshold schemes. In a standard digital signature or public-key en-
cryption scheme, exposure of the secret key results in the adversary being able to sign or
decrypt arbitrary messages and all hope of security is lost. There are different approaches
to mitigate the damage due to an adversary that gains access to stored keys. Two of
these approaches are forward-secure schemes and threshold schemes. Forward-secure
schemes allow to evolve the secret key in regular time periods, while the public key re-
mains fixed. Thus, every adversary with an outdated secret key cannot forge signatures
or decrypt ciphers for time periods in the past. In an (n, k)-threshold scheme the secret
key is distributed among n shares and it requires the presence of at least k+1 key shares
to restore the secret key, whereas any subset of k key shares is insufficient. Due to the
fact that forward security and thresholds improve security guarantees against secret key
exposure in a different manner, their combination to forward-secure thresholds(FST) can
even reinforce these guarantees. Given a forward-secure threshold signature scheme, an
adversary that aims at forging a signature for time period t has not only to compromise
k + 1 of the stored keys to gain sufficient key material but it also has to gain all of this
key material until time period t expires. Depending on the scheme, the adversary has
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to gain all of this key material even in one specific time period. Since the capacities of
an adversary can be assumed to be restricted, this combination provides additional se-
curity. The same holds for forward-secure encryption schemes where an adversary needs
to compromise k + 1 of the stored keys until time period t expires in order to decrypt
a cipher for time period t. Beyond the generic protection against key exposure there
are further use cases of forward-secure threshold schemes. In general, every use case of
thresholds applies also to forward-secure thresholds as the time component adds only
security, and vice versa. However, one can also imagine systems where both properties
are required. For instance, imagine a company A which is going to sell one of its divisions
to company B if at least k out of n managers agree on the sale. If a competing company
C also wants to buy this division from A, it might try to forge a signed contract which
says that A sells to C. However, such a contract would only be valid if A was still in
possession of this division, that is if the time period of the forgery was prior to the time
period of signing the original contract.

Difficulties of constructing forward-secure threshold schemes. Unfortunately, the
added benefits of combining forward-secure and threshold schemes invoke some tech-
nical challenges. These challenges occur especially in regard to efficiency.

Necessity of a trusted dealer. There is a potential risk in relying on trusted dealers to
distribute the secret key shares among all parties such that they should be avoided.

Necessity of secret point-to-point connections. Due to the design of the protocol, se-
cret point-to-point connections might be required for key generation, key update
or even signing(decrypting). Since these connections are expensive and might be
prone to attacks they should be avoided.

Communication rounds. The efficiency of a scheme is crucially determined by the num-
ber of communication rounds. Whereas the key generation happens only once
and is not a major issue, the costs for signing(decrypting) and especially key up-
date play a much bigger role. In signing(decrypting), the optimum would be that
valid signature(decryption) shares can be computed non-interactively. That is, a
signature(decryption) is requested and the signature(decryption) shares are sent
back without further interaction among the parties. Thus, there is only one com-
munication round and no overhead. In literature, such schemes are also called
non-interactive threshold schemes [LJY16, LY13a, Sho00].1 For key update, it
is desirable to have no communication at all, i.e. a non-interactive procedure.
Besides efficiency, the reason is that some key storage hosts might be offline or
temporary unavailable. In the case of interactive key update this unavailability
could block the update procedure entirely or exclude the unavailable parties from
further signing procedures because of outdated key material.

Sizes of keys, signatures, and ciphertexts As for ordinary digital signature (PKE) schemes,
the challenge to construct a scheme with small signatures(ciphertexts) and small

1The term “non-interactive” stems from the fact that users are able to deliver valid signature shares
without interacting with each other. The communication round we count here is still there.
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keys also arises and seems to be even harder. To illustrate the difficulties it suffices
to take a look at näıve solutions: in terms of forward security, a näıve solution
would be to generate and define a pair of public and secret key for each time
period and then to delete the secret keys successively. Though in practice, this
would yield huge parameters. For signature schemes, a näıve solution to create
a (n, k)-threshold signature scheme would be to define a signature as valid if and
only if at least k + 1 out of n parties sign a message with a single user scheme.
However, this would not only increase the total signature size but also leak which
parties signed and which refused to do so. Consequently, both of these solutions,
especially the combination of them, are highly undesirable. For this reason, more
effort is required to construct a satisfactory solution.

Our contribution. We present a highly efficient forward-secure threshold signature
scheme and a highly efficient forward-secure threshold encryption scheme. Both of
our schemes are based on bilinear pairings, which can be implemented on standard-
ized pairing-friendly curves with groups of prime order. More precisely, the schemes
require no trusted dealer. Secret channels are only required during the key generation,
i.e. there are no secret channels for signing (decrypting) and key updating required. They
provide a non-interactive key update and signing(decryption) procedure. In addition, the
schemes provide short signatures and ciphertexts of constant size. The schemes have
optimal resilience, i.e., they can tolerate (n− 1)/2 compromised parties and are proven
secure against adaptive and robust against malicious adversaries. We give a precise de-
scription of the adversary types in Section 4.2.1 and a precise comparison with previous
work in Fig. 4.1 for the signature scheme and in Fig. 4.2 for the encryption scheme.
Furthermore, it is possible to add pro-active security to our scheme. This enables se-
curity against mobile adversaries, i.e. against adversaries which can switch between the
parties they corrupt. We discuss this concept and our techniques in Section 4.7.

Technical approach. At first glance, it might seem that it suffices to combine a key
distribution protocol with an arbitrary forward-secure signature scheme and decryption
scheme, respectively. However, this approach might result in an inefficient FST scheme,
where the number of communication rounds in signing(decrypting) would be higher than
in the secret extraction from the distribution protocol. Also, the key update procedure
could be interactive, instead of non-interactive. Furthermore, it might be even impossible
to simulate the security experiment in the security proof. In this case the security of the
scheme could not be guaranteed.

Since similar arguments hold for our encryption scheme we focus here only on the
signature scheme. We show a simply modified version of the distributed key generation
(DKG) protocol by Gennaro et al. [GJKR07] which allows to transform the forward-
secure single user signature scheme by Drijvers and Neven [DN19] into a highly efficient
forward-secure threshold signature scheme. Basically, the reason for the efficiency of our
FST scheme is that the scheme by Drijvers and Neven can be viewed as an aggregatable
or key-homomorphic signature scheme. That is, if (σ1, σ2) is a valid signature under
public key pk and (σ′1, σ

′
2) is a valid signature under public key pk′, then (σ1σ

′
1, σ2σ

′
2)

is a valid signature under public key pk · pk′. Additionally, the public and initial secret
key are elements in different groups from a bilinear pairing: gx2 and hx. These facts
enable distribution of the initial secret hx into n shares hxi , i ∈ [n], which can be used to
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reconstruct hx via Lagrange interpolation (in the exponent). Subsequently, the partial
signatures can be aggregated non-interactively into a signature for public key gx2 .

More precisely, the single user scheme by Drijvers and Neven is defined over a bilinear
pairing e : G1 × G2 → GT . The public key is defined as gx2 ∈ G2, where x ← Zq. The
initial secret key is hx ∈ G1 and is frequently updated in a binary tree-based fashion like
in the forward-secure encryption scheme from HIBE due to Canetti et al. [CHK03a].2

In order to sign a message m at time period t, we extract a secret key with the following
structure:

(gr2, h
x · F (t)r, gr1) ∈ G2 ×G1 ×G1,

where r ← Zq is picked uniformly at random and F is a function depending on the time
t. Then, the signature can be computed as

(hx · F (t)r+r
′ · g(r+r′)·m

1 , gr+r
′

2 ) = (hx · F̃ (t,m)r+r
′
, gr+r

′

2 ) =: (σ1, σ2) ∈ G1 ×G2,

where r′ ← Zq is picked uniformly at random and F̃ (t,m) := F (t) · gm1 . For verification
it is checked if the following equality holds:

e(σ1, g2) = e(h, gx2 ) · e(F̃ (t,m), σ2).

In order to perform key distribution, we make use of the modified DKG protocol. In
the original protocol all parties get a share xi ∈ Zq of the secret x ∈ Zq. However, in
order to guarantee forward security, we have to define the initial secret as hx ∈ G1 and
for all i ∈ [n] the initial secret shares as hxi ∈ G1 instead of x and xi, respectively. The
initial secret shares are adapted in the binary tree-bases fashion and all values hxi and
xi have to be erased. We discuss the security of this modified version in Section 4.2.3.

For threshold k and a set V of at least k + 1 parties, the signature can then be
computed as

(σ1, σ2) =

(∏
i∈V

σLi
1,i ,

∏
i∈V

σLi
2,i

)
=

(∏
i∈V

hxi·Li · F (t,m)Ri·Li ,
∏
i∈V

gRi·Li
2

)
=
(
hx · F (t,m)R , gR2

)
,

where the Li are interpolation coefficients and R =
∑

i∈V Ri · Li. Indeed, this is a valid
signature for public key gx2 , which is dropped automatically by the DKG protocol.

It is worth mentioning the fact that during key update the initial secret key is not
randomized in the exponent but in the “main” group G1, i.e. hx ·R̃, where R̃ is a random
value. This way of randomization enables a non-interactive key update since otherwise
all parties had to secretly share the random exponent r ∈ Zq in order to be able to
interpolate their partial signatures. Additionally, the multiplication of two secrets in
the exponent, x · r, could require 2k + 1 instead of k + 1 parties for reconstruction.
For instance this is the case for polynomial sharing schemes like Shamir’s secret sharing
scheme. In terms of signing, it is easy to see that this forward-secure threshold scheme
is non-interactive: getting a signing request for a message m, all parties Pi, i = 1, . . . , n

2Here we describe only a simplified view. For more details see [CHK03a].
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can either just broadcast their signature share (σ1,i, σ2,i) or deny signing. Then, the
signature can be easily computed via Lagrange interpolation. The robustness against
malicious behavior stems from the fact that the DKG protocol not only drops the
common public key gx2 ∈ G2 but also the individual public keys gxi2 ∈ G2. Thus, it is
possible to check every individual signature share for validity:

e(σ1,i, g2) = e(h, gxi2 ) · e(F (t,m), σ2,i)

⇔ e(hxi · F (t,m)Ri , g2) = e(h, gxi2 ) · e(F (t,m), gRi
2 ).

Related work. The first works on threshold signature schemes are due to Boyd [BOY86]
and Desmedt and Frankel [DF90]. In [LY13a], Libert and Yung construct a non-
interactive threshold-signature scheme based on bilinear pairings with groups of com-
posite order, which is secure against adaptive and robust against malicious adversaries.3

Further, they suggest how a FST signature scheme with these properties could be built
in composite order groups. However, when compared to groups of prime order groups
of composite order must be very large in order to guarantee security. Large groups
result in very expensive computation and much larger keys as well as signaturues and
ciphertexts,respectvely. In [LJY16], Libert et al. construct a non-interactive threshold-
signature scheme, which is secure against adaptive and robust against malicious adver-
saries and which requires only groups of prime order. The first forward-secure signature
scheme is presented by Bellare and Miner [BM99] and later improved by Abdalla and
Reyzin [AR00]. Krawczyk [Kra00] presents a general framework to make a signature
scheme forward secure. However, the extension to FST signature schemes is restricted
to eavesdropping adversaries and lacks efficiency. Drijvers and Neven [DN19] propose a
forward-secure single user signature scheme and a forward-secure multi user signature
scheme in the random oracle model [BR93b]. These schemes are based on bilinear pair-
ings with groups of prime order. The first FST signature schemes are due to Abdalla
et al. [AMN01] and Tzeng and Tzeng [TT01]. The latter is broken by Wang et al.
[WQFX06]. In [LCT03], Liu et al. propose a forward-secure threshold scheme based
on the standard single user signature scheme by Guillou and Quisquater [GQ90]. Un-
fortunately, Liu et al. do not provide a security proof for their scheme. Chow et al.
[CGHY08] present a FST scheme based on the forward-secure scheme by Abdalla and
Reyzin [AR00]. Yu and Kong [YK07] propose a FST signature scheme based on bilinear
pairings with prime order groups. In Figure 4.1, we compare the existing FST signature
schemes with our scheme in more detail. We only analyze the second scheme from Ab-
dalla et al. since the first one requires all parties to be available for signing. The scheme
by Liu et al. is omitted since it cannot be properly specified without a security proof.
The scheme by Tzeng and Tzeng was broken and is omitted aswell.
For PKE, the combination of forward-secure and threshold mechanisms to a forward-
secure threshold PKE (FST-PKE) was proposed by Libert and Yung [LY13b]. Their
proposed scheme is CCA forward-secure against adaptive adversaries and robust against
malicious adversaries. One drawback is that their scheme requires bilinear pairings with

3Adaptive adversaries can corrupt parties at any time. Static adversaries need to corrupt the parties
before the protocol execution begins. Malicious adversaries can influence the output behavior of the
corrupted parties. Eavesdropping can only read internal data. For a proper overview see Section
4.2.1.
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[AMN01] [CGHY08] [YK07] ours

Type RSA RSA pairing pairing
Trusted dealer yes yes yes no
Adversary type mobile halting adaptive malic. static malic. adaptive malic.

Key update interactive non-int. interactive non-int.
Compromised

parties tolerated
(n− 1)/3 (n− 1)/2 (n− 1)/2 (n− 1)/2

Uncompr. parties
for signing

2k + 1 k + 1 k + 1 k + 1

Communication
rounds in signing

2L 2 4 +1 private 1

Number of
signature elements

3 3 3 3

Figure 4.1: L denotes the security parameter, n the number of parties, k the threshold.
The adversary types are described in Section 4.2.1. Malic. and non-int.
abbreviate malicious and non-interactive, respectively. One communication
round is defined as sending one message and getting one message back. If
not specified, the communication rounds are broadcasts. The number of
signature elements also includes one element for the time as it is needed for
verification.

groups of composite order and a trusted dealer. The only FST-PKE based on pairings
with groups of prime order is due to Zhang et al.[ZXZ13]. It is proven CCA forward
secure against static and robust against malicious adversaries in the Random Oracle
Model and requires a trusted dealer as well. In Figure 4.2. we compare these existing
FST-PKE schemes with our scheme in more detail.

4.2 Thresholds and Key Distribution

In this section, we introduce the common typification of adversaries in threshold settings.
This typification is crucial to derive concrete security guarantees from the security proof.
Additionally, we introduce the required communication model for the key distribution
protocol we use in our FST schemes and the key distribution protocol itself.

4.2.1 Adversary Types in the Threshold Setting.

We rephrase the adversary typification from [AMN01]. We assume a network of n
parties with a threshold k < n. The typification is arranged into two categories. The
first category describes in which manner an adversary has to pick which parties it wants
to compromise. We distinguish between the following manners:

• static: The adversary has to pick k of the parties it wants to compromise before
the first execution of a protocol. The remaining parties can be compromised at
any time after this execution.
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[LY13b] [ZXZ13] ours

Group order composite prime prime
Trusted dealer yes yes no
Adversary type adaptive malic. static malic. adaptive malic.
Key update and

decryption
non-int. non-int. non-int.

Compromised
parties tolerated

(n− 1)/2 (n− 1)/2 (n− 1)/2

Uncompr. parties
for decryption

k + 1 k + 1 k + 1

|pk| log T T log T
|sk| log2 T T log2 T

Figure 4.2: n denotes the number of parties, k the threshold. The adversary types are
described in Section 4.2.1. Malic. and non-int. abbreviate malicious and
non-interactive, respectively. Note that [ZXZ13] requires the public key for
updating the secret key, which leads to secret keys of size T as well.

• adaptive: The adversary can pick which party it wants to compromise at any time
during the execution of a protocol. Especially the adversary can decide which
party it wants to compromise next based on information it gained so far.

• mobile: As adaptive but it can also switch from compromising one party to another
one as long as it does not exceed the threshold during a time period. Whenever it
compromises a party during a potential key update protocol this party is counted
as compromised during both time periods: before and after the update.

The second category describes the power an adversary might have over a compromised
party. We distinguish between the following adversaries:

• eavesdropping : The adversary learns all the secret information of a party but
cannot change its behavior.

• halting : As eavesdropping but it can also stop this party from participating in the
execution of protocols.

• malicious: As halting but it can also cause this party to divert from a protocol in
any possible fashion.

Additionally, every type of adversary can listen to all broadcast communications. Both
categories are arranged in order of increasing strength, i.e. the strongest adversary
is mobile malicious. We prove our scheme secure against adaptive and robust against
malicious adversaries. We explain in the discussions why mobile adversaries can generally
not be tolerated while having a non-interactive key update procedure.
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4.2.2 Communication Model.

We assume the existence of a broadcast channel between all parties in our protocol. Ad-
ditionally, we assume the possibility to create private point-to-point connections between
all parties during key generation. We work in a synchronous model, i.e. all parties are
synchronized in time with a global clock. No trusted third party or dealer is required.

4.2.3 A Concrete Distributed Key Generation Protocol

Here, we introduce a modified variant of the distributed key generation (DKG) protocol
by Gennaro et al.[GJKR07], which will be a major building block of our FST schemes.
The basic idea behind the DKG protocol by Gennaro et al. [GJKR07] is to make use of
Shamir’s secret sharing scheme [Sha79] in the exponent of a cyclic group. In the original
DKG protocol a set of n parties generates a pair of secret and public key (x, gx) ∈ Zq×G,
where G is a multiplicative group of prime order q and generated by g. The public output
of the protocol provides not only the common public key gx, but also user public keys
gxi , where xi is the secret share of party Pi. This protocol does not require a trusted
dealer and is robust against malicious behavior. We will make small modifications to
the original DKG protocol to satisfy the requirements for forward security.

Shamir’s secret sharing. Our FST schemes make use of Shamir’s secret sharing tech-
nique [Sha79]. The idea behind Shamir’s approach is to use the fact that it takes at least
k+1 points to (re-)construct a polynomial of degree k, where k points are not sufficient.
An (n, k)-threshold is created as follows: The secret is defined as the constant term x
of a polynomial of degree k. The other coefficients ai, i = 1, . . . , k are chosen uniformly
at random. Let a(Z) = x+ a1Z + · · ·+ akZ

k. Then, for i = 1, . . . , n a share (i, a(i)) is
secretly given to party Pi. Afterwards, any set of at least k + 1 parties can reconstruct
the secret s by interpolating the polynomial a(0) which equals by definition x, whereas
any set of at most k parties cannot.

Modifications to the DKG protocol. We instantiate the protocol with the groups G1

and G2 from the bilinear pairing we will use in our FST schemes. Therefore, it provides
[x]2 ∈ G2, which serves as the public key in our FST schemes, as well as the values
[xi]2 ∈ G2 for all parties Pi, which serve to verify the signature and decryption shares,
respectively, and to provide robustness of the schemes. Furthermore, the secret is defined
as [hx]1 ∈ G1 for random h, x ∈ Zq instead of simply x ∈ Zq as in the original protocol.
The corresponding secret key shares are [hxi]1 ∈ G1 instead of xi ∈ Zq and in order to
fulfill the requirements of our FST schemes, they are adapted to a binary tree fashion.
The initial secret key share for party Pi is:

sk0,i := ([1]ri2 , [hxi]1[h0]ri1 , [h1]ri1 , . . . , [h`+1]ri1 ) ∈ G2 ×G`+2
1 ,

where ri ← Zq is picked uniformly at random and where each value [hX ], X = 0, . . . , `+1
corresponds to one level of depth in a binary tree. The value [1]ri2 is required to verify
signatures. To guarantee forward security, it is crucial that the plain values [hxi]1 and
xi for i = 1, . . . , n are erased from every storage.
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Protocol DKG(n, k):
Generation of shared secret x:

1. a) Each party Pi chooses two random polynomials ai(Z) and bi(Z) over
Zq of degree k:

ai(Z) = ai0 + ai1Z + · · ·+ aikZ
kand

bi(Z) = bi0 + bi1Z + · · ·+ bikZ
k.

b) Pi computes and broadcasts Cis = [1]ais2 [h̃]bis2 ∈ G2 for s = 0, . . . , k.

c) Pi computes sij = ai(j) and s′ij = bi(j) mod q for j = 1, . . . , n and
sends sij , s

′
ij secretly to Pj .

d) For i = 1, . . . , n each party Pj checks whether or not

[sij ]2[h̃]
s′ij
2 =

k∏
s=0

(Cis)
js . (4.1)

If there is an i ∈ [n] such that the check fails, Pj broadcasts a com-
plaint against Pi.

e) If a dealer Pi receives a complaint from Pj , he broadcasts the values
sij and s′ij satisfying Equation (4.1).

f) Each party disqualifies any player that either received more than
k complains or answered to a complaint with values that does not
satisfy Equation (4.1).

2. Each party defines the set QUAL, which indicates all non-disqualified
parties.

3. The shared secret is defined as [hx]1 = [h
∑

i∈QUAL ai0]1 ∈ G1. Each party

Pi computes [hxi]1 := [h]
∑

j∈QUAL sij
1 ∈ G1 and sets its initial share of this

secret as

sk0,i := ([1]ri2 , [hxi]1[h0]ri1 , [h1]ri1 , . . . , [h`+1]ri1 ) ∈ G2 ×G`+2
1 ,

where ri ← Zq is picked uniformly at random.
Extracting y := [x]2 ∈ G2:

4. a) Each party Pi, i ∈ QUAL computes and broadcasts the values Ais =
[ais]2 ∈ G2 for s = 0, . . . , k.

b) For each i ∈ QUAL, each party Pj checks whether or not

[sij ]2 =
k∏
s=0

(Ais)
js . (4.2)

If there is an i ∈ QUAL such that the check fails, Pj complaints
about Pi by broadcasting sij and s′ij that satisfy Eq. (4.1) but not
Eq. (4.2).

c) For all parties Pi who received at least one valid complaint in this
phase, the other parties run a reconstruction of ai(Z) and Ais for
s = 0, . . . , k in the clear, using the values sij .

d) Each party computes the common public key as y =
∏
i∈QUALAi0 ∈

G2 and the user public keys pkj as [xj ]2 =
∏
i∈QUAL

∏t
k=0(Aik)

jk for
all j ∈ [n]. Except of all public keys and the initial secret share all
parties erase all other values from their storage.

Figure 4.3: Our modified version of the DKG protocol due to Gennaro et al..
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4.3 Forward-Secure Signature Schemes

In this section, we provide definitions of single user and threshold signature schemes
with forward security as well as their security definitions. Eventuallly, we present the
single user signature scheme with forward seucrity from [DN19], which is one building
block of our FST signature scheme. The following definitions of forward-secure digital
signatures and its security are due to Bellare and Miner [BM99].

Definition 4.1. Forward-secure digital signatures. A forward-secure digital sig-
nature scheme Σ for T time periods is defined as a quadruple of algorithms: Σ =
(KeyGen,KeyUpdate,Sign,Verify), where:

• KeyGen(1λ, T )→ (pk, sk0). On input the security parameter and the maximum
number of time periods T it outputs a public key pk and an initial secret key sk0.

• KeyUpdate(skt)→ skt+1. If the input is a secret key for a time period t < T , it
outputs a secret key for the next time period t+ 1 and deletes the input from its
storage. Else it outputs ⊥.

• Sign(t, skt,m) → σ. On input a time period t with the corresponding secret key
skt and a message m from the message space it outputs a signature σ together
with the time period t.

• Verify(pk, t,m, σ) → b, where b ∈ {0, 1}. If σ is a valid signature for m at time
period t and under public key pk, then Verify outputs 1, else 0.

The signing procedure is a protocol and contains of various steps: share-sign, share-
verify, and combine. For simplicity we defined the input only as a time period and
message and omit the key material held by all participating parties

Definition 4.2. Correctness. Let (pk, sk0) and skt be the output of KeyGen and
KeyUpdate(ski) for i = 0, . . . , t− 1, respectively. We call Σ correct if for all messages
m from the message space and all time periods t ∈ {0, . . . , T − 1} it holds that

Pr[Verify(pk, t,m,Sign(t, skt,m))] = 1.

The EUF-CMA security for forward-secure signatures is similar to the one for stan-
dard digital signatures. In the case of forward-secure signatures, we allow the adversary
not only to query signatures, but also to update the secret key to the next time period
and to obtain the secret key at a time period of its choice. The adversary has two ways
to win. First, by delivering a valid signature for a time period prior to the one of com-
promising the secret key. Second, by delivering a valid signature for an arbitrary time
period if it never compromised the secret key. In both cases, the adversary cannot win
by delivering a message and signature for a specific time period if it had queried a signa-
ture for this message during this time period. EUF-CMA security. The EUF-CMA
security experiment for a forward-secure signature scheme Σ is defined as follows: The
challenger defines an (initially) empty set S and runs the KeyGen(1λ, T ) algorithm to
obtain a pair of public and initial secret key (pk, sk0). Then, it sends the public key pk
to the adversary A. The adversary has access to the following oracles:

43



4 Efficient Forward-Secure Threshold Signature and Public-Key Encryption Schemes

• KeyUpdate. For all time periods t < T − 1 it updates the current time period t
and the secret key skt to t+ 1 and skt+1, respectively.

• Signing(t,m). On input the current time period t and a message m it adds (t,m)
to the set S and runs Sign(t, skt,M). Then, it returns the resulting signature σ
to A.

• Break-In. The challenger records the break-in time t̃ ← t and sends the secret
key skt̃ to A. This oracle can only be queried once. Afterwards, KeyUpdate and
Sign cannot be queried anymore.

• Finalize(t∗,m∗, σ∗). If (t∗,m∗) ∈ S, then it returns 0. If t̃ is defined and t∗ > t̃,

then it returns 0. If t̃ is defined and t∗ < t̃, then it returns Verify(pk, t∗,m∗). If t̃
is not defined (i.e. Break-In was never queried), then it returns Verify(pk, t∗,m∗).
Afterwards, the game terminates.

Definition 4.3. EUF-CMA forward security. Let A be an adversary playing the
EUF-CMA security experiment for a forward-secure digital signature scheme Σ for T
time periods. It (tA, εA)-breaks the EUF-CMA forward security of Σ for T time periods,
if it runs in time tA and

Pr[Finalize(t∗,m∗, σ∗) = 1] > εA.

4.3.1 A Concrete Single User Scheme

Here, we present the forward-secure digital signature scheme Σ for T = 2` time periods
by Drijvers and Neven [DN19]. It is defined via the following common parameters and
algorithms:

• Common parameters. Let M be the message space and let H : M → {0, 1}κ
be a hash function mapping messages to bits strings of length κ such that 2κ < q.
The common parameters consist of PG, the description of a cryptographic Type-3
pairing group, the description of H, the maximum number of time periods T = 2`

as well as random group elements [1]1, [h]1, [h0]1, . . . , [h`+1]1 ← G1, and [1]2, [h̃]2 ←
G2, where h, h0, . . . , h`+1 ∈ Zq and where [1]1 and [1]2 are generators of G1 and
G2, respectively.

• KeyGen(1λ, T ). Pick x ← Zq uniformly at random. Then, compute the public
key pk := [x]2 and the initial secret key

sk0 := ([1]r2, [hx]1[h0]r1, [h1]r1, . . . , [h`+1]r1) ∈ G2 ×G`+2
1 ,

where r ← Zq is picked uniformly at random. Delete x from the storage.

• KeyUpdate(skt). We assume the time periods 0, . . . , 2`−1 as being organized as
leaves of a binary tree of depth `, sorted in increasing order from left to right. That
is, 000 . . . 0 is the first and 111 . . . 1 is the last time period. Further, we interpret the
path from the root of the tree to a leaf node t as binary representation t = t1 . . . t`,
where we take the left branch for ti = 0 and the right one for ti = 1. We proceed
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in the same way for internal nodes ω = ω1 . . . ωs, where s < `. Let r ← Zq be
picked uniformly at random. Then, we associate to each node ω a secret key:

(c, d, es+1, . . . , e`+1) =

(
[1]r2, [hx]1

(
[h0]1

s∏
v=1

[hv]
wv
1

)r
, [hs+1]r1, . . . , [h`+1]r1

)

=

(
[r]2, [hx+ h0r +

s∑
v=1

hvwvr]1, [hs+1r]1, . . . , [h`+1r]1

)
.

Given such a secret key, we produce a secret key for a descendant node ω′ =
ω1 . . . ωs′ , where s′ > s as

(c′, d′, e′s+1, . . . , e
′
`+1)

=

(
c[1]r

′
2 , d

s′∏
v=s+1

ewv
v

(
[h0]1

s′∏
v=1

[hv]
wv
1

)r′
, es′+1[hs′+1]r

′
1 , . . . , e`+1[h`+1]r

′
1

)

=

(
[r + r′]2, [hx+ h0r +

s∑
v=1

hvwvr]1[

s′∑
v=s+1

hvwvr]1[h0r
′ +

s′∑
v=1

hvwvr
′]1,

[hs′+1(r + r′)]1, . . . , [h`+1(r + r′)]1

)
=

(
[r + r′]2, [hx+ h0(r + r′) +

s′∑
v=1

hvwv(r + r′)]1,

[hs′+1(r + r′)]1, . . . , [h`+1(r + r′)]1

)
,

where r′ ← Zq is picked uniformly at random.
Let Ct be the smallest subset of nodes that contains for each time period t, . . . , T−1
an ancestor or the leaf itself, but no nodes of ancestors or leafs for time periods
0, . . . , t− 1. For time period t we define the secret key skt as the set of the secret
keys associated to all nodes in Ct. In order to update the secret key to time
period t+ 1 determine Ct+1 and compute the secret keys for all nodes in Ct+1 \Ct.
Afterwards, delete skt and all used re-randomization exponents r′. 4

• Sign(t, skt,m). Let M := H(m) ∈ {0, 1}κ be the hash value of message m ∈ M
and t1 . . . t` the bit representation of time period t. Derive the signing key skt =

4 Example: Let T = 23. Then t0 = 000, t1 = 100, t2 = 010,... . Given a substring xy, we can compute
xy0 and xy1. Hence, for time period t2 the set Ct2 consists of the node keys for 01 and 1. From 01 it
can compute the secret key for t2 = 010 and t3 = 011. From 1 it can compute the secret key for all
time periods greater t3: 100, 101, 110, 111. The keys for time periods t0 = 000 and t1 = 001 cannot
be computed from this set. If we update to time period t3, we need to compute 011 and erase the
node key for 01. Thus Ct3 consists of the key for 011 and the node key 1. Then, also the key for 010
cannot be computed anymore.
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(c, d, e`+1) and pick r′ ← Zq. Then, compute and output

(σ1, σ2) :=

(
d · eM`+1

(
[h0]1

∏̀
v=1

[hv]
tv
1 [h`+1]M1

)r′
, c[1]r

′
2

)

=

(
[hx+ h0r +

∑̀
v=1

hvtvr]1[h`+1rM ]1[h0r
′ +
∑̀
v=1

hvtvr
′ + h`+1Mr′]1

, [r + r′]2

)
=

(
[hx+ h0(r + r′) +

∑̀
v=1

hvtv(r + r′) + h`+1(r + r′)M ]1, [r + r′]2

)
.

• Verify(pk, t,m, σ). On input σ = (σ1, σ2) ∈ G1 × G2 message m, public key pk
and time period t compute M = H(m) and output 1 if

e(σ1, [1]2) = e([h]1, pk) · e([h0]1
∏̀
v=1

[hv]
tv
1 [h`+1]M1 , σ2),

else output 0.

Remark 4.1. Note that we interpret the hashes as elements in Zq, which is possible
since the image of our hash function is of size 2κ < q. Henceforth, we will describe a
message only as M and implicitly assume this to be the hash of a real message m ∈M,
that is M := H(m).

This scheme was shown secure under a Type-3 pairing variant of the Bilinear Diffie-
Hellman Inversion Assumption q̄-BDHI∗ [BB04a, BBG05], where q̄ = `+1 and ` = log T :

Definition 4.4. q̄-BDHI∗3 Assumption.
Let PG = (G1,G2,GT , e, q) be the description of a cryptographic Type-3 pairing group
and let [1]1 and [1]2 be random generators of G1 and G2, respectively. Let A be an
adversary. We say that it (tA, εA)-breaks the q̄-BDHI∗3 assumption, if it runs in time tA
and

Pr[A(PG, [1]1, [α
1]1, [α

2]1, . . . , [α
q̄]1, [1]2) = e([1]1, [1]2)(αq̄+1)] ≥ εA,

where α← Zq.

Theorem 4.1 ([DN19, Theorem 1]). Let A be an adaptive adversary that (tA, εA)-
breaks the EUF-CMA forward security of Σ from [DN19] for T time periods. Given
A, we can build an adversary B that (tB, εB)-breaks the q̄-BDHI∗3 assumption, where
q̄ = `+ 1 such that

tB = O(tA) and εB ≥
1

T ·QH
εA − negl(λ),

where QH is the number of random-oracle queries and negl(λ) is negligible.
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4.4 Hierarchical Identity-Based Encryption Schemes (HIBE)

In this section, we provide definitions of hierarchical identity-based encryption (HIBE)
schemes and their security. Eventuallly, we present the HIBE scheme from [BBG05],
which is one building block of our FST encryption scheme. The following definitions of
hierarchical identity-based encryption schemes and their security are reproduced from
[CHK03b].

Definition 4.5. Hierarchical identity-based encryption (HIBE). A hierarchical
identity-based encryption scheme (HIBE) ΠHIBE of depth ` is defined via the following
algorithms:

Setup(1λ, `) → (pk, sk0). On input the security parameter and the depth of the tree,
it returns a master public key mpk and a master secret key skε.

KeyDerive(id, skid′) → skid′ . On input an identity id and a secret key for identity
id′, which is a prefix of id, it outputs a secret key for identity id′.

Enc(id, pk,M) → C. On input an identity id, master public key mpk, and a message
M , it outputs a cipher text C.

Dec(id, skid, C)→M . On input an identity id, the corresponding secret key skid, and
a ciphertext C, it outputs a message M .

Definition 4.6. Correctness. Let (mpk, skε)←KeyGen and skid ←
KeyDerive(id, skid′) for id′ = ε or any id′, which is a prefix of id. We call ΠHIBE

correct if for all messages M and identities id it holds that

Pr[Dec(id, skid,Enc(id,mpk,M))] = 1.

IND-ID-CPA security. Security against chosen plaintext attacks (IND-ID-CPA) for
an HIBE ΠHIBE is defined by the following game between a challenger and an adversary
A. The challenger computes Setup(`)→ (mpk, skε) and sends mpk toA. The adversary
has access to the following oracles.

• KeyQuery(id). On input an identity id, the challenger computes and outputs the
secret key skid.

• Challenge(id∗,M0,M1). The adversary submits a challenge identity id∗ and two
messages M0,M1. The challenger picks a bit b uniformly at random and responds
with a challenge ciphertext C∗ = HIBE.Enc(id,Mb).

• Guess(b′). The adversary outputs its guess b′ ∈ {0, 1}. The challenger outputs 1
if b = b′, else 0. The game stops.

The adversary is allowed to make multiple queries to KeyQuery(id) and one query to
Challenge(id∗,m0,m1) in any order, but with the restriction that it does not query a
key for id∗ or a prefix of it. Guess(b′) can only be queried after Challenge(id,M0,M1).

Definition 4.7. Let A be an adversary playing the CPA security game for an HIBE
ΠHIBE . It (tA, εA)-breaks the IND-ID-CPA security of ΠHIBE , if it runs in time tA and

|Pr[Guess(b′) = 1]− 1/2| ≥ εA.
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4.4.1 A Concrete HIBE Scheme

Here, we present an instantiation of the HIBE encryption scheme ΠHIBE by Boneh et
al.[BBG05]. In general, this scheme allows the identities to be vectors id = (t1, . . . , ts) ∈
Zsq, where s = 1, . . . , ` + 1. In order to represent the time periods in our FST scheme,
we restrict the identities at the first ` levels to single bits. The lowest level remains
unrestricted. In our FST encryption scheme it will contain the hashed verification key
of a strong one-time signature scheme. Overall, identities at depth s = 1, . . . , ` + 1 are
vectors id = (t1, . . . , ts), such that ti ∈ {0, 1} for i = 1 . . . ` and t`+1 ∈ Zq. The message
space is assumed to be G3. The scheme ΠHIBE is defined via the following algorithms:

• Common parameters. The common parameters consist of PG, the descrip-
tion of a cryptographic Type-3 pairing group as well as random group elements
[1]1, [h]1, [h0]1, . . . , [h`+1]1 ← G1, and [1]2 ← G2, where h, h0, . . . , h`+1 ∈ Zq and
where [1]1 and [1]2 are generators of G1 and G2, respectively.

• Setup(1λ, `). Pick x ← Zq uniformly at random. Then, compute the master
public key pk := [x]2 and the master secret key msk = [hx]1.

• KeyDerive(skt1,...,ts , (ts+1, . . . , ts′)). The secret key skt1,...,ts for an identity of
depth s ≤ `+ 1 is defined as

(c, d, es+1, . . . , e`+1) =

(
[r]2, [hx+ (h0

s∏
v=1

hvtv)r)]1, [hs+1r]1, . . . , [h`+1r]1

)
,

(4.3)

where r ← Zq is picked uniformly at random.
Given the parent secret key skt1,...,ts , all descendant secret keys skt1,...,ts,...ts′ , where
s < s′ ≤ `+ 1 can be computed as

(c′, d′, e′s′+1, . . . , e
′
`+1)

=

(
c[1]r

′
2 , d

s′∏
v=s+1

ewv
v

(
[h0]1

s′∏
v=1

[hv]
wv
1

)r′
, es′+1[hs′+1]r

′
1 , . . . , e`+1[h`+1]r

′
1

)

=

(
[r + r′]2, [hx+ h0(r + r′) +

s′∑
v=1

hvwv(r + r′)]1,

[hs′+1(r + r′)]1, . . . , [h`+1(r + r′)]1

)
,

where r′ ← Zq is picked uniformly at random.
Having the master secret key [hx]1, all secret keys can be computed directly.

• Enc(pk, id,M). Let M ∈ G3 and id = (t1, . . . , ts), where
s ∈ [`+ 1]. Compute and output

C =

(
e([h]1, pk)r ·M, [r]2, [h0 +

s∑
v=1

hvtv)r]1

)
∈ G3 ×G2 ×G1
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where r ← Zq is picked uniformly at random.

• Dec(id, skid, C). On input an identity id = (t1, . . . , ts), the corresponding secret
key skid = (c, d, es+1, . . . , e`+1), and a ciphertext C = (C1, C2, C3) compute and
output:

C1 · e(C3, c)/e(d,C2) = M. (4.4)

Correctness. For a valid ciphertext and a valid secret key, we have

e(C3, c)

e(d,C2)
=

e([(h0 +
∑s

v=1 hvtv)r]1, [r]2)

e([hx+ (h0 +
∑s

v=1 hvtv)r]1, [r]2)
(4.5)

=
1

e([hx]1, [r]2)
=

1

e([h]1, npk)r
, (4.6)

where mpk = [x]2. Putting Eq. (4.5) in Eq. (4.4) gives us

C1 ·
1

e([h]1, pk)r
=
e([h]1, pk)r ·M
e([h]1, pk)r

= M.

This scheme was shown secure under a Type-3 pairing variant of the Decisional Bilinear
Diffie-Hellman Inversion Assumption q̄-DBDHI∗ [BB04a, BBG05], where q̄ = `+ 1:

Definition 4.8. q̄-DBDHI∗3 Assumption.
Let PG = (G1,G2,GT , e, q) be the description of a cryptographic Type-3 pairing group
and let [1]1 and [1]2 be random generators of G1 and G2, respectively. Let A be an
adversary. We say that it (tA, εA)-breaks the `-DBDHI∗3 assumption, if it runs in time
tA and ∣∣∣∣Pr

[
A
(
PG, [1]1, [α]1, [α

2]1, . . . , [α
q̄]1, [1]2, V0

)
= 1
]
−

Pr
[
A
(
PG, [1]1, [α]1, [α

2]1, . . . , [α
q̄]1, [1]2, V1

)
= 1
] ∣∣∣∣ ≥ εA

where α← Zq, V0 = e([1]1, [1]2)α
q̄+1

and V1 ← GT .

Theorem 4.2 ([BBG05]). Let A be an adaptive adversary that (tA, εA)-breaks the
IND-ID-CPA security of ΠHIBE from [BBG05] with depth `+ 1. Given A, we can build
an adversary B that (tB, εB)-breaks the q̄-DBDHI∗3 assumption, where q̄ = ` + 1 such
that

tB = O(tA) and εB ≥
1

2`+1
· εA.

Note that Theorem 3.1 in [BBG05] refers to the selective security notion called IND-sID-
CPA security. Here, we have the adaptive security notion IND-ID-CPA, which is implied
by IND-sID-CPA with an exponential loss. For the concrete definition of IND-sID-CPA
security see [BBG05].
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4.5 Forward-Secure Threshold Signature Schemes

In this section, we introduce our FST signature scheme, which is much more efficient
than the state of the art. This scheme is basically a threshold-version of the single user
scheme of Drijvers and Neven [DN19]; see Sec. 4.3.1. We start with formal definitions
of FST signature schemes and their security.
The first definition of FST signature schemes was introduced by Abdalla et al. [AMN01].
Here, we adopt the definition by Chow et al. [CGHY08]. The only difference between
these two is that updating the secret key shares does not require an interactive protocol
between all parties and can be accomplished by each party on its own.

Definition 4.9. Forward-secure threshold signatures. A forward-secure threshold
signature scheme (T, n, k)-ΣFST for T time periods, n parties, and threshold k is defined
as a quadruple of the following components:

• KeyGen(1λ, T, n, k) → (pk, pk1, sk0,1, . . . , pkn, sk0,n). On input the security pa-
rameter λ in unary, the maximum number of time periods T , the total number of
parties n, and the threshold k, this protocol produces a common public key pk and
user public keys pki and initial secret key shares sk0,i for all parties i ∈ [n]. The
secret shares are only known to the belonging parties.

• KeyUpdate(skt,j)→ skt+1,j . If the input is a secret key share for a time period
t < T − 1, it outputs a secret key share for the next time period t+ 1 and deletes
the input from its storage. Else it outputs ⊥.

• Sign(t,m) → (t, σ). If run by at least k + 1 honest and uncompromised signers
on input the current time period t and a message m from the message space this
protocol outputs a signature σ together with the time period t.

• Verify(pk, t,m, σ) → b, where b ∈ {0, 1}. If σ is a valid signature for m at time
period t and under public key pk, then Verify outputs 1, else 0.

Definition 4.10. Correctness. Let (pk, (pk0,i)i∈[n], (sk0,i)i∈[n])←KeyGen
and (skt,i) ← KeyUpdate(skj−1,i) for j = 1, . . . , t and i ∈ [n]. We call (T, n, k)-
ΣFST correct if for all messages m, all time periods t ∈ {0, . . . , T − 1}, and all subsets
U ⊆ {skt,1, . . . skt,n} of size at least k + 1 held by uncorrupted parties it holds that

Pr[Verify(pk, t,m,Sign(t,m)) = 1] = 1.

Note that the secret keys are an implicit input to Sign.

EUF-CMA forward security. EUF-CMA security against adaptive(static) 5 adversaries
is defined by the following security experiment between a challenger and an adversary A.
Let S be an (initially) empty set, which denotes the signature queries and let B and G
be the sets of indices, which denote the corrupted and uncorrupted parties, respectively.
At the beginning B is empty and G = {1, . . . , n}. The challenger (on behalf of the
uncorrupted parties) and the adversary (on behalf of the corrupted parties) run the key

5In the static security experiment, the adversary has to decide which k parties it wants to corrupt
before KeyGen gets executed.
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generation protocol KeyGen(1λ, n, k, T ). The adversary gets the common public key
pk, all user public keys (pki)i∈[n] as well as the initial secret key shares of the corrupted
parties (sk0,j)j∈B. The adversary has access to the following oracles:

• Break-In(t, j). On input the current time period t and index j ∈ G the challenger
checks if |B| < k. If this holds, the challenger removes j out of G and adds it to B.
If skt,j is already defined, it is delivered to A. If |B| = k, the challenger sets t̃← t
and outputs (skt̃,j)j∈G . 6 Afterwards, this oracle cannot be queried anymore.

• KeyUpdate. For all time periods t < T − 1 it updates the current time period t
and the secret key shares (skt,j)j∈G to t+ 1 and skt+1,j , respectively.

• Signing(t,m). On input the current time period t and a message m from the
message space it adds (t,m) to the set S. Then, the challenger (on behalf of the
uncorrupted parties) and the adversary A (on behalf of the corrupted parties) run
the signing protocol Sign. The output of this execution is delivered to A.

• Finalize(t∗,m∗, σ∗). If (t∗,m∗) ∈ S, then it returns 0. If t̃ is defined and t∗ > t̃,

then it returns 0. If t̃ is defined and t∗ < t̃, then it returns Verify(pk, t∗,m∗). If t̃
is not defined (i.e. Break-In was never queried), then it returns Verify(pk, t∗,m∗).
Afterwards, the game terminates.

Definition 4.11. EUF-CMA forward security. Let A be an adaptive (a static)
adversary playing the EUF-CMA security experiment for a forward-secure threshold
signature scheme (T, n, k)-ΣFST . It (tA, εA)-breaks the EUF-CMA security of (T, n, k)-
ΣFST , if it runs in time tA and

Pr[Finalize(t∗,m∗, σ∗) = 1] > εA.

We extend the robustness notion of threshold signature schemes by Gennaro et al.[GJKR07]
to FST signature schemes. Essentially, the difference is the added KeyUpdate proce-
dure.

Definition 4.12. Robustness. A forward-secure threshold signature scheme ΣFST is
(n, k1, k2)-robust if in a group of n parties, even in the presence of an adversary who
halts up to k1 and corrupts maliciously k2 parties, Keygen, KeyUpdate, and Sign
complete successfully.

4.5.1 New Forward-Secure Threshold Signature Scheme

Here, we introduce our FST signature scheme. We show how the modified DKG protocol
from Fig. 4.3 allows to create a FST signature scheme, which is much more efficient than
the state of the art. Eventually, we prove our FST scheme EUF-CMA forward secure
against adaptive and robust against malicious adversaries.

6Note that this case is only possible for time periods t > 0, i.e. after KeyGen had finished. Else, the
adversary would have no way to win the security experiment.
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The scheme. For simplicity, we assume the common parameters to be given in our
scheme. Note that this assumption does not contradict no need of a trusted dealer
as such a dealer is not required for generation and sharing the public and secret key
material. The common parameters could be either from a proposed standardization or
commonly generated by all parties. For instance, this can be achieved by a coin-flipping
protocol as in [BOGW88]. Let (T, n, k)-ΣFST = (KeyGen,KeyUpdate,Sign,Verify)
be a FST signature scheme defined as follows:

• Common parameters. Let H be a family of hash functions H : {0, 1}∗ → Zq
mapping bits strings to elements in Zq. The common parameters consist of PG,
the description of a cryptographic Type-3 pairing group, the description of H
picked randomly from H, the maximum number of time periods T = 2` as well
as random group elements [1]1, [h]1, [h0]1, . . . , [h`+1]1 ← G1, and [1]2, [h̃]2 ← G2,
where h, h0, . . . , h`+1, h̃ ∈ Zq and where [1]1 and [1]2 are generators of G1 and G2,
respectively.

• KeyGen(1λ, T, n, k). The n parties run the DKG(n, k) protocol from Figure 4.3.
Subsequently each party Pi holds an initial secret key share

sk0,i := ([ri]2, [hxi]1[h0ri]1, [h1ri]1, . . . , [h`+1ri]1) ∈ G2 ×G`+2
1

as well as the public keys pkj = [xj ]2 for all j ∈ [n]. The common public key
pk = [x]2 ∈ G2 is published.7

• KeyUpdate(skt,i). We assume the time periods 0, . . . , 2` − 1 are organized as
leaves of a binary tree of depth `, sorted in increasing order from left to right.
That is, 000 . . . 0 is the first and 111 . . . 1 is the last time period. Further, we
interpret the path from the root of the tree to a leaf node t as binary representation
t = t1 . . . t`, where we take the left branch for tz = 0 and the right one for tz = 1.
We proceed in the same way for internal nodes ω = ω1 . . . ωs, where s < `. Let
ri ← Zq be picked uniformly at random. Then, we associate to each party Pi and
each node ω a secret key:

(ci, di, ei,s+1, . . . , ei,`+1) =

(
[ri]2, [hxi + h0ri +

s∑
v=1

hvwvri]1, [hs+1ri]1, . . . , [h`+1ri]1

)
.

Given such a secret key, we produce a secret key for a descendant node ω′ =
ω1 . . . ωs′ , where s′ > s as

(c′i, d
′
i, e
′
i,s′+1, . . . , e

′
i,`+1)

=

(
ci[1]

r′i
2 , di

s′∏
v=s+1

ewv
i,v ([h0]1

s′∏
v=1

[hv]
wv
1 )r

′
i , ei,s′+1[hs′+1]

r′i
1 , . . . , ei,`+1[hi,`+1]

r′i
1

)

7 Note that the secret share xi is computed commonly by all parties and the randomness ri is computed
locally by party Pi and is not a share of another random value. This approach is more efficient than
computing random values commonly, especially to different bases.
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=

(
[ri + r′i]2, [hxi + h0(ri + r′i) +

s′∑
v=1

hvwv(ri + r′i)]1,

[hs′+1(ri + r′i)]1, . . . , [h`+1(ri + r′i)]1

)
,

where r′i ← Zq is picked uniformly at random.
Let Ct be the smallest subset of nodes that contains for each time period t, . . . , T−1
an ancestor or the leaf itself, but no nodes of ancestors or leafs for time periods
0, . . . , t− 1. For time period t, we define the secret key skt,i of party Pi as the set
of its secret keys associated to all nodes in Ct. In order to update the secret key
to time period t+ 1 it determines Ct+1 and computes the secret keys for all nodes
in Ct+1 \ Ct. Afterwards, it deletes skt,i and all used re-randomization exponents
r′i.

• Sign(t,m). Let M := H(m) be the hash value of message m ∈M and t = t1 . . . t`
the bit representation of time period t. Let W be the set of indices of all parties
participating in signing M . W.l.o.g. we assume that W contains at least k + 1
distinct indices. The participating parties run the signing protocol from Figure
4.4.8

8 Note that signing happens with respect to a time period. Since time periods are encoded in full bit
length (even if they start with zero) they are low in the binary tree. Hence, they only have left ei,`+1

as going down one level in depth erases one value ei,x, x ∈ {1, . . . `, }.
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Sign(t,M, P1, ..., Pn):

1. Share-Sign. At request of a signature for message M at time t = t1 . . . t`,
each party Pi, i ∈ W signs M under its signing key (ci, di, ei,`+1) derived
from skt,i. The resulting signatures are

(σ1,i, σ2,i) =

(
di · eMi,`+1 · [(h0 +

∑̀
v=1

hvtv + h`+1M)r
′
i ]1, ci · [r′i]2

)
,

where r′i ← Zq is picked uniformly at random. Each party Pi, i ∈ W sends
its signature to all other parties.

2. Share-Verify. All parties in W use the public keys pki, i ∈ W to verify
if all the received signatures are valid. That is,

e(σ1,i, [1]2) = e([h]1, pki) · e([h0 +
∏̀
v=1

hvtv + h`+1M ]1, σ2,i). (4.7)

3. Combine. Let V ⊆ W indicate a set of users sending valid signatures.
Assuming V contains at least k + 1 distinct indices. Each party can
now compute the Lagrange coefficients Li and aggregate the signatures as
follows:

(σ1, σ2) := (
∏
i∈V

σLi
1,i,
∏
i∈V

σLi
2,i).

Figure 4.4: The signing protocol of our FST scheme.

Remark 4.2. Note that the set V might be of size greater than k + 1, while k + 1
partial signatures are sufficient to construct the final signature. Hence, the final sig-
nature is not unique if not every party takes all partial signatures for constructing
it. However, all signatures constructed in Step 4 are nevertheless indistinguishable
from a signature created in a single user protocol because it is easy to re-randomize
both σ1 and σ2. Especially seeing two valid signatures (σ1, σ2) and (σ′1, σ

′
2) it can-

not be deduced how many signers were involved in signing. For this reason we
do not have to force the parties to aggregate all partial signatures and thus, avoid
overhead in computation.

• Verify(pk, t,m, σ). On input σ = (σ1, σ2) ∈ G1 × G2 message m, public key pk
and time period t compute M = H(m) and output 1 if

e(σ1, [1]2) = e([h]1, pk) · e([h0]1
∏̀
v=1

[hv]
tv
1 [h`+1]M1 , σ2) (4.8)

else output 0.
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4.5.2 Proof of Correctness.

In order to show that (σ1, σ2) is a valid signature for message M at time period t under
the common public key pk = [x]2 we have to show first that we can determine the set
V, which indicates the correct signature shares. That is, we have to show that we can
check whether the partial signatures (σ1,i, σ2,i), i ∈ W are correct. Let (σ1,i, σ2,i) be an
honestly generated signature. Then,

σ1,i = die
M
i,`+1([h0]1

∏̀
v=1

[hv]
tv
1 [h`+1]M1 )r

′
i

= [hxi + h0ri +
∑̀
v=1

hvtvri]1[hi,`+1riM ]1 · [h0r
′
i +
∑̀
v=1

hvtvr
′
i + h`+1r

′
iM ]1

= [hxi + (h0 +
∑̀
v=1

hvtv + hi,`+1M)(ri + r′i)]1, (4.9)

where we used the fact that ei,`+1 = [hi,`+1ri]1 and σ2,i = [ri + r′i]2. The signature
(σ1,i, σ2,i) with σ1,i as in (4.9) and with σ2,i satisfies (4.7), since

e([hxi + (h0 +
∑̀
v=1

hvtv + hi,`+1M)(ri + r′i)]1, [1]2)

= e([hxi]1, [1]2) · e([(h0 +
∑̀
v=1

hvtv + hi,`+1M)(ri + r′i)]1, [1]2)

= e([h]1, [xi]2) · e([h0 +
∑̀
v=1

hvtv + hi,`+1M ]1, [ri + r′i]2).

For this reason, we can indeed check whether a signature (σ1,i, σ2,i) for message M at
time period t is valid under public key [xi]2 and thus include i into set V. It remains to
show that all partial signatures (σ1,i, σ2,i), i ∈ V interpolate to a valid signature under
the common public key [x]2. For this purpose we set R :=

∑
i∈V Li(ri + r′i). Then,

σ1 =
∏
i∈V

σLi
1,i =

∏
i∈V

[hxi + (h0 +
∑̀
v=1

hvtv + h`+1M)(ri + r′i)]
Li
1

= [h
∑
i∈V

Li · xi]1[(h0 +
∑̀
v=1

hvtv + h`+1M)(
∑
i∈V

Li(ri + r′i))]1

= [hx]1[(h0 +
∑̀
v=1

hvtv + h`+1M)R]1,

where
∑

i∈V Li · xi = x. Furthermore,

σ2 =
∏
i∈V

σLi
2,i = [

∑
i∈V

Li(ri + r′i)]2 = [R]2.
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Overall, we have

e(σ1, [1]2) = e([hx+ (h0 +
∑̀
v=1

hvtv + h`+1M)R]1, [1]2)

= e([hx]1, [1]2) · e([(h0 +
∑̀
v=1

hvtv + h`+1M)R]1, [1]2)

= e([h]1, [x]2) · e([h0 +
∑̀
v=1

hvtv + h`+1M ]1, σ2),

which shows that (σ1, σ2) fulfills (4.8) and therefore is a valid signature for message M
at time period t under public key pk = [x]2.

4.5.3 Proof of Security.

As preparation for the security reduction we describe in Figure 4.5 the simulation of the
key generation protocol DKG and in Figure 4.6 the simulation of the signing protocol
Sign. The simulation of the DKG protocol is basically due to Gennaro et al. [GJKR07].
As the DKG protocol we instantiate the simulation with the groups G1 and G2 from
the bilinear pairing we use in our FST signature scheme and make the same adjustments
in order to enable forward security. We explain these adjustments in Sec. 4.2.3.

Simulation of DKG. During key generation, the adversary is allowed to control at most
k parties. Otherwise, it would gain access to the secret key at time period 0 and by
definition it would have no possibility to win the security experiment of the signature
scheme. First, we assume a static adversary as in the proof in [GJKR07]. Then, we show
how to extend the security to adaptive adversaries. We explain in Section 4.7 why this
approach is reasonable. W.l.o.g. we assume the compromised parties to be P1, . . . , Pk.
Let B := {1, . . . , k} indicate the set of parties controlled by the adversary A and let
G := {k + 1, . . . , n} indicate the set of honest parties, which are run by the simulator.
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Protocol DKGSim(y = [x]2, n, k):

1. The simulator performs the Steps 1a-1f, 2, and, 3 on behalf of the un-
corrupted parties exactly as in the DKG(n, k) protocol. Additionally, it
reconstructs the polynomials ai(Z), bi(Z) for i ∈ B. Then:

• The set QUAL is well-defined and G ⊆ QUAL and all polynomials
are random for all i ∈ G.

• The adversary sees ai(Z), bi(Z) for i ∈ B, the shares (sij , s
′
ij) =

(ai(j), bi(j)) for i ∈ QUAL, j ∈ B and Cis for i ∈ QUAL, s =
0, . . . , k.

• The simulator knows all polynomials ai(Z), bi(Z) for i ∈ QUAL as
well as all shares sij , s

′
ij , all coefficients ais, bis and the public values

Cis.

2. The simulator performs as folllows:

• Computes Ais = [ais]2 ∈ G2 for i ∈ QUAL \ {n}, s = 0, . . . , k.

• Sets A∗n0 = y ·
∏
i∈QUAL\{n}(A

−1
i0 ).

• Sets s∗nj = snj = an(j) for j = 1, . . . , k.

• Computes A∗ns = (A∗n0)λs0 ·
∏k
i=1([s∗ni]2)λsi ∈ G2 for s = 1, . . . , k,

where the λiss are the Lagrange interpolation coefficients.

a) The simulator broadcasts Ais for i ∈ G\{n} and A∗ns for s = 0, . . . , k.

b) It performs for all uncorrupted parties the verification of (4.2) on
the values Aij for i ∈ B. In case of a fail it broadcasts a complaint
(sij , s

′
ij). Since the adversary controls at most k parties and the

simulator behaves honestly, only secret shares of corrupted parties
can be reconstructed.

c) Afterwards it performs the Steps 4c and 4d of the DKG(n, k) pro-
tocol.

Figure 4.5: The simulation of the DKG protocol from Figure 4.3.
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SignSim(t,M, (σ1, σ2))

1. The signature is requested. The simulator is in possession of the polyno-
mials ai(Z), bi(Z) for all i ∈ [n]. At request of a signature for message M
at time t = t1 . . . t` it uses these information to construct valid signature
shares for M on behalf of all uncorrupted parties: for j = k + 1, . . . , n it
computes σ′1,j as

∏
i∈QUAL\{n}

k∏
s=0

(His)
js ·
(
Ĥn0

)
·
k∏
s=1

(
(Ĥn0)λs0 ·

k∏
i=1

([h]
s∗ni
1 )λsi

)js
.

Then, it picks rj ← Zq uniformly at random and computes σ1,j as

σ′1,j · ([(h0 +
∑̀
v=1

hvtv + h`+1M)rj ]1.

Afterwards, it computes σ2,j as:

σ
∑k

s=1 λs0·js+1
2 · [rj ]2.

2. The simulator sends (σ1,i, σ2,i) for all i = k+1, . . . , n to the corrupted par-
ties P1, . . . , Pk. The simulator might receive partial signatures on behalf
of the corrupted parties.

3. The simulator does nothing.

4. The adversary can use any set V of at least k + 1 partial signatures to
construct the final signature:

(σ1, σ2) = (
∏
i∈V

σLi
1,i,
∏
i∈V

σLi
2,i),

where Li are Lagrange coefficients. The simulator does nothing.

Figure 4.6: The simulation of the signing protocol from Figure 4.4.

Simulation of Sign. Note that during the simulation of the signing protocol the simulator
already simulated the distributed key generation protocol and is therefore in possession
of the secret shares x1, . . . , xk and the polynomials ai(Z), bi(Z) for all i ∈ [n].
It follows from the DKG protocol that the secret shares for all parties Pj , j ∈ [n]
are defined as xj :=

∑
i∈QUAL sij mod q. For DKGSim these are defined as xj :=∑

i∈QUAL\{n} sij + s∗nj mod q, where the values s∗nj for j = k + 1, . . . , n, i.e. for j ∈ G,
are not explicitly known. From DKGSim we also derive that the corresponding public
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keys equal:

[xj ]2 =
∏

i∈QUAL\{n}

[sij ]2 · [s∗nj ]2 =
∏

i∈QUAL\{n}

k∏
s=0

(Ais)
js

k∏
s=0

(A∗ns)
js ,

where the values A∗ns include the common public key y = [x]2. Hence, in order to
compute the secret share [hxj ]1 for j ∈ G either the corresponding value [hx]1 or s∗nj
seem to be required. Although these values are unknown to the simulator it is possible
to use a valid signature (σ1, σ2) for message M to extract a valid signatures for all parties
Pj , j ∈ G. For this purpose define:

• His := [hais]1 ∈ G1 for all i ∈ QUAL \ {n}, s = 0, . . . , k, where ais are the
coefficients of the polynomials computed during DKGSim

• H∗n0 :=
∏
i∈QUAL\{n}H

−1
i0 [hx]1 ∈ G1.

• s∗nj := snj = an(j) for j = 1, . . . , k

• H∗ns := (H∗n0)λs0 ·
∏k
i=1[hs∗ni]

λsi
1 ∈ G1 for k = 1, . . . , t, where λiss are the Lagrange

interpolation coefficients

• Ĥn0 :=
∏
i∈QUAL\{n}(H

−1
i0 )σ1 ∈ G1

Analogously to [xj ]2 the value [hxj ]1 is defined as

∏
i∈QUAL\{n}

k∏
s=0

(His)
js ·

k∏
s=0

(H∗ns)
js .

To obtain a valid signature under public key pkj compute an intermediate σ′1,j as:

∏
i∈QUAL\{n}

k∏
s=0

(His)
jsĤn0

k∏
s=1

(
(Ĥn0)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js

∏
i∈QUAL\{n}

H−1
i0 σ1

k∏
s=1

(
(

∏
i∈QUAL\{n}

H−1
i0 σ1)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( ∏
i∈QUAL\{n}

H−1
i0 [hx+ (h0 +

∑̀
v=1

hvtv + h`+1M)r]1

)

·
k∏
s=1

(( ∏
i∈QUAL\{n}

(H−1
i0 )[hx+ (h0 +

∑̀
v=1

hvtv + h`+1M)r]1
)λs0

k∏
i=1

[hs∗ni]
λsi

)js

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( ∏
i∈QUAL\{n}

(H−1
i0 )[hx]1

)
[(h0 +

∑̀
v=1

hvtv + h`+1M)r]1

·
k∏
s=1

(( ∏
i∈QUAL\{n}

(H−1
i0 )[hx]1

)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js k∏
s=1

(
[(h0 +

∑̀
v=1

hvtv + h`+1M)rλs0]1

)js
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=
∏

i∈QUAL\{n}

k∏
s=0

(His)
jsH∗n0

k∏
s=1

(
H∗ns

)js
[(h0 +

∑̀
j=1

hjtj + h`+1M)(r
k∑
s=1

λs0j
s + r)]1

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( k∏
s=0

H∗ns
)js

[(h0 +
∑̀
v=1

hvtv + h`+1M)(r

k∑
s=1

λs0j
s + r)]1

= [hxj ]1[(h0 +
∑̀
v=1

hvtv + h`+1M)(r
k∑
s=1

λs0j
s + r)]1.

Then, pick a uniformly random rj ← Zp and re-randomize σ1,j and σ2,j as:

σ′1,j [(h0 +
∑̀
v=1

hvtv + h`+1M)rj ]1 and σ
∑k

s=1 λs0·js+1
2 [rj ]2. (4.10)

Note that without re-randomization the computations would all be deterministic. This
would allow an adversary two re-compute the original signature from two different sig-
nature shares and thus to distinguish the simulated game from the original security
game.

Lemma 4.1. The protocols DKG and DKGSim are indistinguishable.

Proof. Compared to the original protocol, our modifications to DKG and DKGSim
have no impact on the adversarie’s view. That is, the broadcasted messages are as in the
original protocol instantiated with G2, the view of the corrupted parties is also the same,
and the storing of the secret key shares by the uncorrupted parties is done internally
and cannot be seen. Thus, for static adversaries the proof is the same as in the original
version and can be found in Theorem 2 of [GJKR07]. In order to manage adaptive
adversaries, the simulator has to guess prior to step 1 of DKGSim which parties the
adversary is going to corrupt. Whenever the adversary corrupts a party Pj , j ∈ B the
simulator delivers all values computed and stored on behalf of this party. The adversary
takes over the role of Pj . The simulator aborts if its guess was wrong. The simulation
is successful with probability at least 1/

(
n
k

)
.

Lemma 4.2. The protocols Sign and SignSim are indistinguishable.

Proof. We compare the information seen by the adversary in each step of both protocols.

1. In both protocols the adversary sees or sends the signing request for message M
at time t.

2. The adversary receives signature shares, which are all valid and uniformly random.
The adversary is allowed to send valid or invalid signature shares on behalf of the
corrupted parties or to halt these parties. This has no impact as their are sufficient,
i.e. k + 1, uncorrupted parties left to sign the message.

3. The adversary can check the validity of the received signature shares. All the
shares sent by the simulator are valid and uniformly random.
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4. For every set of at least k + 1 valid partial signatures the adversary can construct
a valid signature for the public key y. Since all partial signatures are valid and
uniformly random all possible final signatures are valid and uniformly random, as
well.

We conclude that in each step both protocols have the same probability distribution and
that the view of the adversary is identical. Thus, both of them are indistinguishable.

Theorem 4.3. The scheme (T, n, k)-ΣFST is (n, k1, k2)-robust, if k1 + k2 ≤ k and
n ≥ 2k + 1. In particular, the scheme is (n, 0, k)-robust, i.e. robust against malicious
adversaries.

Proof. Here, we argue for the strongest case, i.e. (n, 0, k). The only protocols where
the adversary on behalf of the compromised parties may interact with honest ones are
KeyGen and Sign. Hence, we have to show that the adversary is not able to prevent
the honest parties from executing these protocols successfuly. For KeyGen, instantiated
with the DKG protocol, it follows from the proof in [GJKR07]. Basically, the reason is
that any party who deviates from the protocol is either disqualified or its correct secret
share is reconstructed by the honest majority. For Sign, we make use of the fact that
the DKG protocol delivers for all parties Pi the elements [xi]2, where xi is their share of
the secret. Functioning as public keys pki they allow the other parties to check validity
in (4.7) of the submitted partial signatures. Hence, only signatures which are valid for
message M will be aggregated. It follows that k parties can neither manipulate nor
prevent the key generation or the final signature as long as n ≥ 2k + 1.

Theorem 4.4. Let A be an adaptive adversary that (tA, εA)-breaks the EUF-CMA
security of (T, n, k)-ΣFST and let Σ be the single user signature scheme from [DN19].
Given A, we can build an adversary R that (tR, εR)-breaks the EUF-CMA forward
security of Σ for T time periods such that

tR = O(tA) and εR ≥
(
n

k

)−1

εA.

Proof. We show how R simulates A’s EUF-CMA security experiment instantiated with
ΣFST perfectly and how it uses the challenge provided by A to win its own EUF-CMA
security experiment instantiated with Σ. Simulator R receives a public key y ∈ G2

at the beginning of it s EUF-CMA forward security experiment. Then, R guesses the
first k parties A might compromise. Let B′ denote the set of indices of these parties.
W.l.o.g. we assume these parties to be P1, . . . , Pk. Further let G = {1, . . . , n} and B = ∅
denote the indices of the uncompromised and compromised parties from the perspective
of A. Then, R and A continue with the key generation procedure KeyGen. During this
procedure, the adversary is allowed to make k queries to Break-In. The procedures for
adversary A are simulated by R as follows.

• KeyGen. To simulate the KeyGen protocol for A the simulator runs the
DKGSim protocol on input (y, n, k). A receives all information to compute the
initial secret key shares of the compromised paroties as well as the common public
key pk = y and the user public keys pki for i = 1, . . . , n. Additionally to all public
keys, R holds the initial secret keys sk0,i for all i ∈ B′.
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• KeyUpdate. Whenever A asks to execute KeyUpdate, thenR asks for KeyUp-
date in the EUF-CMA forward security game of Σ.

• Signing(t,M). Whenever A sends a signing query for message M at time period t,
B forwards this query to its own signing oracle and receives a signature (t, σ1, σ2).
Then, B runs the SignSim protocol with input (t,M, (σ1, σ2), y).

• Break-In(j, t). Adversary A queries the break-in oracle on input an index j and
the current time period t. Simulator R checks if |B| < k. If this holds and j 6∈ B′,
then R aborts. Else R removes j out of G and adds it to B. If skj,t is already
defined, it is delivered to A. If |B| = k and j ∈ G, the challenger R sets t̃← t and
computes the secret keys skt,j for all j ∈ G as follows. First, it queries the break-in
oracle in the EUF-CMA security experiment of Σ. It obtains the secret key skt,
which consists of tuples of the form

(c, d, es+1, . . . , e`+1) =

(
[r]2, [hx+ (h0 +

s∑
v=1

hvwv
r)]1, [hs+1r]1, . . . , [h`+1r]1

)
,

which correspond to either internal nodes ω = ω1 . . . ωs, where s ≤ ` or to the leaf
representing time period t. It defines similar to SignSim:

– His := [hais]1 for all i ∈ QUAL\{n}, s = 0, . . . , k, where ais are the coefficients
of the polynomials computed during DKGSim.

– H∗n0 :=
∏
i∈QUAL\{n}(H

−1
i0 )[hx]1.

– s∗nj := snj = an(j) for j = 1, . . . , k.

– H∗ns := (H∗n0)λs0 ·
∏k
i=1[hs∗ni]

λsi
1 for s = 1, . . . , k, where λsis are the Lagrange

interpolation coefficients.

– H̄n0 :=
∏
i∈QUAL\{n}(H

−1
i0 · d) for each tuple (c, d, . . . ) separately.

Then, for all tuples on the stack it computes dj as:

∏
i∈QUAL\{n}

k∏
s=0

(His)
js ·
(
H̄n0

)
·
k∏
s=1

(
(H̄n0)λs0 ·

k∏
i=1

[hs∗ni]
λsi
1

)js
.

for all values x from {c, ei+1, . . . , e`+1} it computes xj as:

x
∑k

s=1 λs0·js+1

In order to guarantee a perfect simulation R re-randomizes the secret keys of all
parties in the same fashion as the signatures in (4.10). Finally, it outputs skt,j for
all j ∈ G as the stack of tuples of the form (cj , dj , ej,i+1, . . . , ej,`+1).

Analogously to the signature in SignSim it holds that

dj =
∏

i∈QUAL\{n}

k∏
k=0

(His)
js ·
(
H̄n0

)
·
k∏
s=1

(
(H̄n0)λs0 ·

k∏
i=1

[hs∗ni]
λsi
1

)js
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= [hxj + (h0 +
s∏

v=1

hvwv)(r
k∑
s=1

λk0j
s + r)]1.

Overall, these stack form valid secret keys skt,j for all j ∈ G and their simulation
is perfect.

• Finalize(M∗, (t∗, σ∗1, σ
∗
2)). At the end, A submits the challenge (M∗, (t∗, σ∗1, σ

∗
2)).

B forwards this challenge to the Finalize procedure in its own EUF-CMA security
experiment.

Together with Lemma 4.1 and Lemma 4.2 it follows that the simulation of the security
experiment for A is perfect. Both, A as well as R have to provide a valid forgery for the
same public key and under the same restriction of the time period t̃ from the Break-In
procedure. Hence, R wins its security game whenever A provides a valid forgery and R
guesses the corrupted parties correctly, which happens with probability at least

(
n
k

)−1
.

Note that a forgery (M∗, (t∗, σ∗1, σ
∗
2)) is only valid if no signature for (t∗,M∗) was queried.

The running time of R is the running time of A plus some small overhead. Overall, we
have

tR = O(tA) and εR ≥
(
n

k

)−1

· εA.

4.6 Forward-Secure Threshold PKE Schemes

In this section, we introduce our FST encryption scheme. As in the signature scheme,
we will make use of the DKG protocol presented in Section 4.2.1. We start with formal
definitions of FST-PKE schemes and their security. We adapt the definition of FST-PKE
and its security from Libert and Yung [LY13b].

Definition 4.13. Forward-secure threshold public key encryption scheme
(FST-PKE) A forward-secure threshold public key encryption scheme (T, n, k)-ΠFST

for T time periods, n parties, and threshold k is defined via the following components:

• KeyGen(1λ, n, k, T ) → (pk, (pki)i∈[n], (sk0,i)i∈[n]). On input the security param-
eter in unary, the maximum number of time periods T , the maximum number of
parties n, and a threshold k, it outputs a common public key pk, user public keys
(pki)i∈[n], and initial secret key shares , (sk0,i)i∈[n].

• KeyUpdate(skt,i) → skt+1,i. On input a secret key share for a time period
t < T − 1, it outputs a secret key share for the next time period t+ 1 and deletes
the input from its storage. Else it outputs ⊥.

• Enc(t, pk,M) → C. On input a time period t, a common public key pk, and a
message M , it outputs a ciphertext C.
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• Dec(t, C) → M . If run by at least k + 1 honest and uncompromised parties on
input a time period t and a ciphertext C, it outputs a message M .

The key generation procedure can be either a protocol between all parties or executed
by a trusted dealer. The key update procedure is assumed to be non-interactive. The
decryption procedure is a protocol and contains of various steps: ciphertext-verify, share-
decrypt, share-verify, and combine. For simplicity we defined the input only as a time
period and a ciphertext and omit the key material held by all participating parties.

Definition 4.14. Correctness. Let (pk, (pk0,i)i∈[n], (sk0,i)i∈[n])←KeyGen
and (skt,i) ← KeyUpdate(skj−1,i) for j = 1, . . . , t and i ∈ [n]. We call (T, n, k)-
ΠFST correct if for all messages M , all time periods t ∈ {0, . . . , T − 1}, and all subsets
U ⊆ {skt,1, . . . skt,n} of size at least k + 1 held by uncorrupted parties it holds that

Pr[Dec(t,Enc(t, pk,M)) = M ] = 1.

Note that the secret keys are an implicit input to Dec.

We adapt the robustness notion of threshold signature schemes by Gennaro et al.[GJKR07]
to FST public key encryption schemes.

Definition 4.15. Robustness. A forward-secure threshold PKE (T, n, k)-ΠFST is
(n, k1, k2)-robust if in a group of n parties, even in the presence of an adversary who halts
up to k1 and corrupts maliciously k2 parties, Keygen and Dec complete successfully.

Note that malicious adversaries can either deviate from the protocol in any way and
especially halt some parties. Hence, they are stronger than halting adversaries, see
[AMN01].

CCA forward security. Chosen ciphertext attack (CCA) forward security against adap-
tive (static)9 adversaries is defined by the following game between a challenger and an
adversary A. Let B and G be the sets of indices, which denote the corrupted and uncor-
rupted parties, respectively. Initially B is empty and G = {1, . . . , n}. The challenger (on
behalf of the uncorrupted parties) and the adversary (on behalf of the corrupted parties)
run KeyGen(1λ, n, k, T ). The adversary receives the common public key pk, all user
public keys (pki)i∈[n] and the initial user secret key shares (ski,0)i∈B. The adversary has
access to the following oracles:

• Break-In(t′, j). On input time period t′ and index j ∈ G, the challenger checks if
|B| < k. If this holds, the challenger removes j out of G and adds it to B. If skt,j
is already defined, i.e. after KeyGen had finished, it is delivered to A. If |B| = k,
the challenger outputs skt,j for all j ∈ G. 10

• Challenge(t∗,M0,M1). The adversary submits a time period t∗ and two messages
M0,M1. The challenger picks a bit b uniformly at random and responds with a
challenge ciphertext C∗ = Enc(t∗, pk,mb).

9In the static security model the adversary has to submit its choice of k parties it wants to corrupt
before receiving the public key. In the adaptive model it can corrupt the parties at any time. For a
proper overview see [AMN01].

10Note that this case can only occur for time periods t > 0, i.e. after KeyGen had finished. Otherwise
the adversary would have no possibility to win the security game.
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• Dec(t, C). On input time period t and ciphertext C, the challenger (on behalf of
the uncorrupted parties) and the adversary A (on behalf of the corrupted parties)
run the decryption protocol Dec(t, C). The output of this execution is delivered
to A. If Challenge(t∗,M0,M1) has already been queried and C∗ is the response
to this query then query Dec(t∗, C∗) is disallowed.

• Guess(b′). The adversary outputs its guess b′ ∈ {0, 1}. The challenger outputs 1
if b = b′, else 0. The game stops.

The adversary is allowed to make k + 1 queries Break-In(t′, j) one query Chal-
lenge(t∗,m0,m1), and multiple queries Dec(t, C), in any order, subject to 0 ≤ t∗ <
t′k+1 < T , where t′k+1 is the time period of the k+1-th query to Break-In. After Break-
In(t′k+1, j), Dec(t, C) cannot be queried anymore. Guess(b′) can only be queried after
Challenge(t∗,M0,M1). For all queries the time periods must be in [0, . . . , T − 1].

Definition 4.16. Let A be an adaptive (static) adversary playing the CCA forward-
security game for a FST-PKE (T, n, k)-ΠFST . It (tA, εA)-breaks the CCA forward secu-
rity of (T, n, k)-ΠFST , if it runs in time tA and

|Pr[Guess(b′) = 1]− 1/2| ≥ εA.

Remark 4.3. The only difference between the CPA and CCA security game is that the
adversary has no access to the decryption oracle in the former game.

4.6.1 New Forward-Secure Threshold PKE Scheme

Here, we introduce our FST encryption scheme. We show how the modified DKG
protocol from Fig. 4.3 allows to create a FST-PKE scheme, which is much more efficient
than the state of the art. Eventually, we prove our FST-PKE scheme CCA forward
secure against adaptive and robust against malicious adversaries.

The scheme. Again, we assume the common parameters to be given in our scheme. As
explained in Section 4.5.1 this does not contradict no need of a trusted dealer. Our
FST-PKE scheme (T, n, k)-ΠFST is defined as follows.

• Common parameters. Let H be a familiy of hash functions H : {0, 1}∗ → Zq
mapping bits to elements in Zq. Let Σ = (Sig.KeyGen,Sig.Sign,Sig.Verify)
be a signature scheme. The common parameters consist of PG, the description of
a cryptographic Type-3 pairing group, the description of hash function H picked
randomly from H, the description of Σ, the maximum number of time periods
T = 2` as well as random group elements [1]1, [h]1, [h0]1, . . . , [h`+1]1 ← G1, and
[1]2, [h̃]2 ← G2, where h, h0, . . . , h`+1, h̃ ∈ Zq and where [1]1 and [1]2 are generators
of G1 and G2, respectively.

• KeyGen(1λ, n, k, T ). The n parties run the DKG(n, k) protocol from Figure 4.3.
Subsequently each party Pi holds an initial secret key share

sk0,i := ([ri]2, [hxi]1[h0ri]1, [h1ri]1, . . . , [h`+1ri]1) ∈ G2 ×G`+2
1
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as well as the public keys pkj = [xj ]2 for all j ∈ [n]. The common public key
pk = [x]2 ∈ G2 is published. 11

• KeyUpdate(skt,i). We assume the T time periods 0, . . . , 2`−1 as being organized
as leaves of a binary tree of depth ` and sorted in increasing order from left to right.
This means, 00 . . . 0 is the first and 11 . . . 1 is the last time period. The path from
the root of the tree to a leaf node t equals the bit representation t1 . . . t`, where
we take the left branch for tz = 0 and the right one for tz = 1. Prefixes of time
periods correspond to internal nodes ω = ω1, . . . , ωs, where s < `. Let r′i ← Zq be
picked uniformly at random. Then, we associate to each party Pi, i ∈ [n] and each
node ω a secret key:

(c, d, es+1, . . . , e`+1)s =

(
[r]2, [hx+ h0r +

s∑
v=1

hvwvr]1, [hs+1r]1, . . . , [h`+1r]1

)
.

(4.11)

Given such a secret key, we derive a secret key for a descendant node ω′ = ω1 . . . ωs′ ,
where s′ > s as

(c′, d′, e′s+1, . . . , e
′
`+1)

=

(
c[1]r

′
2 , d

s′∏
v=s+1

ewv
v

(
[h0]1

s′∏
v=1

[hv]
wv
1

)r′
, es′+1[hs′+1]r

′
1 , . . . , e`+1[h`+1]r

′
1

)

=

(
[r + r′]2, [hx+ h0r +

s∑
v=1

hvwvr]1[

s′∑
v=s+1

hvwvr]1[h0r
′ +

s′∑
v=1

hvwvr
′]1,

[hs′+1(r + r′)]1, . . . , [h`+1(r + r′)]1

)
=

(
[r + r′]2, [hx+ h0(r + r′) +

s′∑
v=1

hvwv(r + r′)]1,

[hs′+1(r + r′)]1, . . . , [h`+1(r + r′)]1

)
,

where r′i ← Zq is picked uniformly at random.
We define Ct as the smallest subset of nodes that contains an ancestor or leaf for
each time period t, . . . , T − 1 , but no nodes of ancestors or leafs for time periods
0, . . . , t − 1. For time period t, we define the secret key ski,t of party Pi as the
set of secret keys associated to all nodes in Ct. To update the secret key to time
period t+1, determine Ct+1 and compute the secret keys for all nodes in Ct+1 \Ct.
Afterwards, delete ski,t and all used re-randomization exponents r′i.

11 Note that the secret share xi is computed commonly by all parties and the randomness ri is computed
locally by party Pi and is not a share of another random value. This approach is more efficient than
computing random values commonly, especially to different bases.
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• Encrypt(pk, t,M). Let M ∈ G3 be the message and t1 . . . t` the bit representation
of time period t. First, run Sig.KeyGen→ (vk, signk) and compute H(vk) =:
V K. Then, pick a uniformly random r ← Zq and compute (C1, C2, C3) as(

e([h]2, pk)r ·M, [1]r2, [(h0 +
∑̀
v=1

hvtv + h`+1V K)r]1

)
∈ G3 ×G2 ×G1

and Sig.Sign(signk, (C1, C2, C3), )→ σ. Output the ciphertext

C = ((C1, C2, C3), vk, σ).

• Decrypt(t, (C1, C2, C3), vk, σ). Let W be the set of indices of all participating
parties. W.l.o.g. we assume that W contains at least k + 1 distinct indices. The
participating parties run the decryption protocol from Figure 4.7.12

12 Note that decryption happens with respect to a time period. Since time periods are encoded in full
bit length (even if they start with zero) they are low in the binary tree. Hence, the corresponding
keys have only left ei,`+1 as going down one level in depth erases one value ei,x, x ∈ {1, . . . , `}.
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Dec(t, (C1, C2, C3), vk, σ, P1, ..., Pn):

1. Ciphertext-Verify. At decryption request of ((C1, C2, C3), vk, σ)
at time t = t1 . . . t`, each party Pi, i ∈ W checks whether
Sig.Verify(vk, (C1, C2, C3), σ) = 1 and whether the ciphertext is valid
for time period t and for the hashed verification key V K = H(vk). That
is, it checks whether the following equation holds.

e([h0 +
s∑

v=1

hvtv + h`+1V K]1, C2) = e(C3, [1]2).

If one or both checks fail it aborts.

2. Share-Decrypt. Else each party picks a uniformly random vi ← Zq and
uses its secret key ski,t = (ci, di, ei,`+1) to compute a decryption share
(c′i, d

′
i), where

d′i := die
V K
i,`+1[(h0 +

∑̀
v=1

hvtv + h`+1V K)vi]1 and c′i := ci[vi]2.

Afterwards, each party Pi,∈ W sends (c′i, d
′
i) secretly to all other parties.

3. Share-Verify. All parties in W use the public keys pkj , j ∈ W to check
if the contributed decryption shares are valid. That is, if

e(d′j , [1]2) = e([h]1, pkj) · e([h0 +
∑̀
v=1

hvtv + h`+1V K]1, c
′
j).

4. Combine. Let V ⊆ W indicate a set of parties sending valid decryption
shares. If V contains at least k + 1 distinct indices then the decryption
key (c′, d′) is computed as

c′ =
∏
i∈V

c′Li
i and d′ =

∏
i∈V

d′Li
i ,

where Li =
∏
j∈V,j 6=i(−i)/(j − i) are the Lagrange coefficients.

5. Finally, the plaintext is computed as

C1 · e(C3, c
′)/e(d′, C2) = M. (4.12)

Figure 4.7: The decryption protocol of our FST-PKE.

Remark 4.4. Note that the subset V ⊆ W from the decryption protocol (Fig. 4.7)
might be of size greater than k+ 1, while k+ 1 partial decryption shares are sufficient to
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decrypt the ciphertext. For this reason aggregating only k + 1 decryption shares avoids
computational overhead.

Remark 4.5. The secret keys in our FST-PKE have a binary tree structure in the
sense of [CHK03b], except for the lowest level. In Theorem 4 from [CHK03b], it is
shown that encryption schemes, which have a binary tree structure on all levels, imply
forward security. Although it is possible to remove the lowest level and the strong one-
time signature scheme in our construction, doing so would result in a scheme which is
only forward secure against CPA instead of CCA.

4.6.2 Proof of Correctness.

We have to prove that (c′, d′) is a valid decryption key for ciphertext C = (C1, C2, C3, vk, σ)
under t.V K and the common public key pk = [x]2. To that end we show first that set
V, which indicates the correct decryption shares, can be determined. That is, we show
that we can check whether the decryption shares (c′i, d

′
i), i ∈ W are correct. Let (c′i, d

′
i)

be an honestly generated decryption in Step 2 of the protocol. Then,

d′i = di · eV Ki,`+1[(h0 +
∑̀
v=1

hvtv + h`+1V K)r′i]1

= [hxi + (h0 +
∑̀
v=1

hvtv)ri]1[h`+1riV K]1[(h0 +
∑̀
v=1

hvtv + h`+1V K)r′i]1

= [hxi + (h0

∏̀
v=1

hvtv + h`+1V K)(ri + r′i)]1, (4.13)

where we used the fact that ei,`+1 = [h`+1ri]1. Furthermore,

c′i = [ri + r′i]2. (4.14)

If a decryption share (c′i, d
′
i) satisfies (4.13) and (4.14) then the validity check in Step 3

is correct, because

e(d′i, [1]2) = e([hxi + (h0 +
∑̀
v=1

hvtv + h`+1V K)(ri + r′i)]1, [1]2)

= e([hxi]1, [1]2) · e([(h0 +
∑̀
v=1

hvtv + h`+1V K)(ri + r′i)]1, [1]2)

= e([h]1, [xi]2) · e([(h0 +
∑̀
v=1

hvtv + h`+1V K)]1, [ri + r′i]2)

= e([h]1, pki) · e([h0 +
∑̀
v=1

hvtv + h`+1V K]1, c
′
i).

For this reason, we can indeed check whether a decryption share (c′i, d
′
i) for message C

under t, V K and user public key [xi]2 is correct and thus include i into set V. It remains
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to show that all decryption shares (c′i, d
′
i), i ∈ V interpolate to a valid decryption key

under the common public key gx2 . For this purpose, we set R :=
∑

i∈V Li(ri + r′i). Then,

d′ =
∏
i∈V

d′Li
i = [h

∑
i∈V

Li · xi]1[(h0 +
∑̀
v=1

hvtv + h`+1V K)(
∑
i∈V

Li(ri + r′i))]1

= [hx]1[(h0 +
∑̀
v=1

hvtv + h`+1V K)R]1,

where
∑

i∈V Li · xi = x and
∑

i∈V Li · (ri + r′i) = R. Furthermore,

c′ =
∏
i∈V

c′Li
i = [

∑
i∈V

Li(ri + r′i)]2 = [R]2.

Overall, we have for a valid ciphertext

C1 · e(C3, c
′)/e(d′, C2)

= M · e([h]1, pk)r
e([(h0 +

∏`
v=1 hvtv + h`+1V K)r], [R])

e([hx + (h0 +
∑`

v=1 hvtv + h`+1V K)R]1, [r]2)

= M · e([hx]1, [r]2)
e([(h0 +

∏`
v=1 hvtv + h`+1V K)r]1, [R]2)

e([hx+ (h0
∑`

v=1 hvtv + h`+1V K)R]1, [r]2)

= M.

4.6.3 Proof of Security.

For our FST signature scheme, we showed that it is secure if the forward-secure single
user signature scheme of Drijvers and Neven is secure. It is also possible to construct
a forward-secure single user encryption scheme in the same fashion as our FST scheme
and it is also possible to show that this single user scheme is secure. However, in order to
show that our FST encryption scheme is secure we cannot construct a reduction from the
single user to the threshold scheme. For the signature scheme this is possible because
on query of a signature the reduction forwards this query to its own signing oracle.
Then, it uses the received signature to compute the corresponding signature shares. In
the encryption scheme however, the reduction would simply receive the plaintext from
which it cannot compute valid decryption shares it needs to output to the attacker of
the FST encryption scheme. We circumvent this issue by a reduction from the HIBE
scheme from Boneh et al. [BBG05]; see Section 4.4.1. We interpret the identities as time
periods. Then, on query of a decryption the reduction makes a user secret key query
for the “identity” which corresponds to the appropriate time period of the ciphertext.
Given this user secret key it can provide valid decryption shares.
Similar to the proof of our FST signature scheme, we need to simulate the key generation
protocol DKG and the decryption protocol Decrypt. We start with the simulation of
Decrypt in Figure 4.5. For the simulation of DKG we refer to Section 4.5.3. According
to Definition 4.16, the adversary is allowed to control up to k parties during the key
generation and decryption procedure. First, we assume a static adversary as in the
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proof in [GJKR07]. In the proof of Theorem 4.7, it is shown how to achieve security
against adaptive adversaries. In Section 4.7, it is explained why this approach gives a
more efficient scheme than the use of composite order groups as in [LY13b].
W.l.o.g. we assume the corrupted parties to be P1, . . . , Pk. Let B := {1, . . . , k} indicate
the set of corrupted parties, controlled by the adversary A, and let G := {k + 1, . . . , n}
indicate the set of uncorrupted parties, run by the simulator.
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DecSim(t, (C1, C2, C3), vk, σ), (c, d))

1. The decryption is requested. Let t = t1 . . . t`. The simulator performs the
validity checks from Step 1 of protocol Dec. If one of these checks fail it
aborts.

2. Else, the simulator uses the polynomials ai(Z), bi(Z) for all i ∈ [n] and
the decryption key (c, d) for t, V K to compute valid decryption shares on
behalf of all uncorrupted parties: for j = k + 1, . . . , n it computes d′′j as

∏
i∈QUAL\{n}

k∏
s=0

(His)
jsĤn0

k∏
s=1

(
(Ĥn0)λs0 ·

k∏
i=1

[hs∗ni]
λsi
1

)js
.

Then, it picks wj ← Zq uniformly at random and computes d′j as

d′′j [(h0 +
∑̀
v=1

hvtv + h`+1V K)wj ]1.

Afterwards, it computes c′j as:

c
∑k

s=1 λs0·js+1[wj ]2.

Then, the simulator sends (c′j , d
′
j) for all j = k + 1, . . . , n to the cor-

rupted parties P1, . . . , Pk. The simulator might receive decryption shares
on behalf of the corrupted parties.

3. The simulator does nothing.

4. The adversary can use any set V of at least k+1 partial decryption shares
to construct the final decryption key:

(c′, d′) = (
∏
i∈V

cLi
i ,
∏
i∈V

dLi
i ),

where Li =
∏
j∈V,j 6=i(−i)/(j− i) are Lagrange coefficients. The simulator

does nothing.

5. The adversary can use the decryption key (c, d) to decrypt the ciphertext.
The simulator does nothing.

Figure 4.8: The simulation of the decryption protocol.

Note that during the simulation of the decryption procedure the simulator already ex-
ecuted DKGSim (Fig. 4.5). Therefore, it is in possession of the secret shares x1, . . . , xk
and the polynomials ai(Z), bi(Z) for all i ∈ [n]. In the DKG protocol (Fig. 4.3) the
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secret shares for all parties Pj , j ∈ [n] are defined as xj :=
∑

i∈QUAL sij mod q. In
DKGSim however, the shares are defines as xj :=

∑
i∈QUAL\{n} sij + s∗nj mod q, where

the values s∗nj for j = k+ 1, . . . , n, i.e. for j ∈ G, are not explicitly known. Moreover, in
DKGSim the public key of user Pj , j ∈ [n] is

[xj ]2 =
∏

i∈QUAL\{n}

g
sij
2 g

s∗nj

2 =
∏

i∈QUAL\{n}

k∏
s=0

(Ais)
js

k∏
s=0

(A∗ns)
js ,

where the values A∗ns include the common public key y = [x]2. Hence, in order to
compute the secret share hxj for j ∈ G either the corresponding value [hx]1 or s∗nj
is required. Although these values are not known to the simulator it is still able to
simulate the role of the uncompromised parties during the decryption of a valid ci-
phertext (t, C1, C2, C3, vk, σ). In order to do so it requires a valid secret key (c, d)
for time t together with the hashed verification key V K = H(vk), i.e. for the string
t, V K. If the simulator is an adversary breaking the CPA security of the HIBE scheme
from Section 4.4.1 this key can be requested in its own security experiment. Let

t = t1 . . . t` and (c, d) =
(

[r]2, [hx+ (h0 +
∑`

v=1 hvtv + h`+1V K)r]1

)
. Define consis-

tently with DKGSim:

• His := [hais]1 for all i ∈ QUAL \ {n}, s = 0, . . . , k

• H∗n0 :=
∏
i∈QUAL\{n}(H

−1
i0 )[hx]1

• s∗nj := snj = an(j) for j = 1, . . . , k

• H∗ns := (H∗n0)λs0
∏k
i=1[hs∗ni]

λsi
1 for s = 1, . . . , k

• Ĥn0 :=
∏
i∈QUAL\{n}(H

−1
i0 d)

Thus, pkj = [hxj ]1, j ∈ G are defined as

∏
i∈QUAL\{n}

k∏
s=0

(His)
js

k∏
s=0

(H∗ns)
js .

To obtain a valid decryption share for party Pj , j ∈ G compute an intermediate d′′j as:

∏
i∈QUAL\{n}

k∏
s=0

(His)
jsĤn0

k∏
s=1

(
(Ĥn0)λs0

k∏
i=1

([hs∗ni]1)λsi
)js

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( ∏
i∈QUAL\{n}

H−1
i0 d

) k∏
s=1

(
(

∏
i∈QUAL\{n}

H−1
i0 σ1)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( ∏
i∈QUAL\{n}

H−1
i0 [hx+ (h0 +

∑̀
v=1

hvtv + h`+1V K)r]1

)
k∏
s=1

(( ∏
i∈QUAL\{n}

H−1
i0 [hx+ (h0 +

∑̀
v=1

hvtv + h`+1V K)r]1
)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js
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=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( ∏
i∈QUAL\{n}

H−1
i0 [hx]1

)
[(h0 +

∑̀
v=1

hvtv + h`+1V K)r]1

·
k∏
s=1

(( ∏
i∈QUAL\{n}

H−1
i0 [hx]1

)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js
·
k∏
s=1

(
[(h0 +

∑̀
v=1

hvtv + h`+1V K)rλs0]1

)js

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
jsH∗n0

k∏
s=1

(
H∗ns

)js
[(h0 +

∑̀
j=1

hjtj + h`+1V K)(r
k∑
s=1

λs0j
s + r)]1

=
∏

i∈QUAL\{n}

k∏
s=0

(His)
js
( k∏
s=0

(
H∗ns

)js)
[(h0 +

∑̀
v=1

hvtv + h`+1V K)(r

k∑
s=1

λs0j
s + r)]1

= [hxj + (h0 +
∑̀
v=1

hvtv + h`+1V K)(r
k∑
s=1

λs0j
s + r)]1.

To re-randomize, pick a uniformly random wj ← Zp and compute d′j and c′j as

d′′j [(h0 +
∑̀
v=1

hvtv + h`+1V K)wj ] and c
∑k

s=1 λs0js+1[wj ]2. (4.15)

Again, without re-randomization the computations would all be deterministic. This
would allow an adversary two re-compute the original user secret key from two different
decryption shares and thus to distinguish the simulated game from the original security
game.

Lemma 4.3. The protocols Dec and DecSim are indistinguishable.

Proof. We compare the information seen by the adversary in each step of both protocols:

1. In both protocols the adversary sees or sends the decryption request for message
(C1, C2, C3, vk, σ) at time t.

2. The adversary receives decryption shares, which are all valid and uniformly ran-
dom. The adversary is allowed to send valid or invalid decryption shares on behalf
of the corrupted parties or to halt these parties. This has no impact as their are
sufficient, i.e. k + 1, uncorrupted parties left to provide valid decryption shares.

3. The adversary can check the validity of the received decryption shares. All the
shares sent by the simulator are valid and uniformly random.

4. For every set of at least k + 1 valid decryption shares the adversary can construct
a valid decryption key for the public key y. Since decryption shares are valid
and uniformly random all possible final decryption keys are valid and uniformly
random, as well.

5. The adversary decrypts the ciphertext correctly in both protocols.

We conclude that in each step both protocols have the same probability distribution and
that the view of the adversary is identical. Thus, both of them are indistinguishable.
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Theorem 4.5. The scheme (T, n, k)-ΠFST from Section 4.6 is (n, k1, k2)-robust if k1 +
k2 ≤ k and n ≥ 2k + 1. In particular, the scheme is (n, 0, k)-robust, i.e. robust against
malicious adversaries.

Proof. We argue for the strongest case, i.e. (n, 0, k). To show that (T, n, k)-ΠFST is
(n, 0, k)-robust we analyze all protocols where the adversary on behalf of the uncom-
promised parties may interact with the honest ones, i.e. KeyGen and Decrypt. More
precisely, we show that the adversary is incapable to prevent the honest parties from
executing these protocols successfully. The KeyGen protocol is instantiated with the
DKG protocol from [GJKR07], which was shown to be robust against malicious adver-
saries. The reason for this is that a party which deviates from the protocol specification
is either disqualified or its secret share is reconstructed by the honest parties. In the
case of the Decrypt protocol the adversary has two options to attempt cheating. One
option is to try manipulating the ciphertext. This however, is prevented in Step 1 of
the decryption protocol by checking the ciphertext for validity. The second option is to
try manipulating or denying decryption shares. This is prevented in Step 3 by using the
user public keys [xi]1, i ∈ [n] to check if the decryption shares are valid. Hence only valid
decryption shares are aggregated and the message is decrypted correctly. Moreover, the
adversary is allowed to control or halt at most k parties. Thus, a valid decryption share
can still be computed as long as n ≥ 2k + 1.

Theorem 4.6. Let n ≥ 2k+ 1 and let A be a static adversary that (tA, εA)-breaks the
CCA forward security of (T, n, k)-ΠFST from Section 4.6. Given A, we can build an
adversary A′ that (tA′ , εA′)-breaks the CPA security of HIBE ΠHIBE from [BBG05], an
adversary A′′ that (tA′′ , εA′′)-breaks the sEUF-1CMA security of signature scheme Σ,
and an adversary A′′′ that (tA′′ , εA′′′)-breaks the collision resistance of hash function H,
such that

tA′′′ ≈ tA′′ ≈ tA′ ≈ tA and εA′′′ + εA′′ + εA′ > εA.

Proof. Conceptually, we follow the proofs from Sections 4 and 6 in [BCHK07], which
were also reproduced in Section 4.1 in [BBH06]. In [BCHK07], a CPA-secure HIBE
with ` + 1 levels and identities of length n + 1 bits is turned into a CCA-secure HIBE
with ` levels and identities of length n bits. The reason for the shorter identities in the
CCA-secure scheme is that this framework uses one bit of the identity as a padding.
This padding guarantees that decryption queries do not correspond to prefixes of the
challenge identity. In our scheme however, the first ` levels are single bits and the deep-
est level has elements in Zq, which makes it impossible to spend one bit of each identity
for the padding. However, in our scheme the adversary is only allowed to make decryp-
tion queries with respect to time periods (plus a value in Zq). Since time periods are
always encoded with full length they cannot correspond to prefixes of each other. Thus
a padding is not necessary.
We start with describing an adversary A′ playing the CPA security game for HIBE
ΠHIBE and simulating the CCA forward security game for a static adversary A.
At the beginning, A sends its choice of the k parties it wants to corrupt to A′. Let B
denote the set of the indices of these parties and G := {1, . . . , n} \ B. Adversary A′ runs
Sig.KeyGen to obtain (vk∗, signk∗). Then it computes H(vk∗) := V K∗. Moreover,
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it receives a master public key mpk := [x]2 ∈ G2 from its own security experiment. In
order to simulate the KeyGen procedure adversary A′(on behalf of the uncompromised
parties) runs the DKGSim protocol on input ([x]2, n, k). Both adversaries receive all
information to compute the secret key shares of the compromised parties and the user
public keys pki for all i ∈ [n] as well as the common public key pk = mpk = [x]2. Af-
terwards, A has access to the following procedures, which are simulated by A′ as follows.

• Break-In(t′, j).On input a time period t′ = t1 . . . t` adversary A′ queries Key-
Query on all nodes from the set Ct′ , which was defined in the KeyUpdate pro-
cedure in 4.6. According to the definition of Ct′ these are all the nodes which allow
the computation of the secret keys for all time periods t > t′ but for no time period
t < t′. As a response it obtains tuples of the form

(c, d, es+1, . . . , e`+1) =

(
[r]2, [hx+ (h0 +

s∑
v=1

hvwv)r]1, [hs+1r]1, . . . , [h`+1r]1

)
,

which correspond to internal nodes ω = ω1 . . . ωs, where s ≤ `. In order to compute
the secret keys skt′,j for all j ∈ G it proceeds as follows. It defines equivalently to
DecSim:

– His := [hais]1 for all i ∈ QUAL \ {n}, s = 0, . . . , k

– H∗n0 :=
∏
i∈QUAL\{n}(H

−1
i0 )[hx]1

– s∗nj := snj = an(j) for j = 1, . . . , k

– H∗ns := (H∗n0)λs0
∏k
i=1[hs∗ni]

λsi
1 for s = 1, . . . , k

– H̄n0 :=
∏
i∈QUAL\{n}(H

−1
i0 d) for each tuple (c, d, . . . ) separately.

It computes for all tuples a corresponding value dj as:

∏
i∈QUAL\{n}

k∏
s=0

(His)
jsH̄n0

k∏
s=1

(
(H̄n0)λs0

k∏
i=1

[hs∗ni]
λsi
1

)js

and for all values x̃ from {c, ei+1, . . . , e`+1} it computes x̃j as

x̃
∑k

s=1 λs0·js+1.

In order to guarantee a perfect simulation, A′ re-randomizes the secret keys of all
parties in the same fashion as the decryption shares in (4.15). Finally, it outputs
skt′,j for all j ∈ G as the stack of tuples of the form (cj , dj , ej,i+1, . . . , ej,`+1).
Analogously to the decryption in DecSim we have

dj = [hxj + (h0 +

s∑
v=1

hvwv)(r
′
k∑
s=1

λk0j
s + r′)]1.

Overall, these stacks form valid secret keys skt′,j for all j ∈ G and their simulation
is perfect. If Challenge(t∗,M0,M1) was already queried then all break-in queries
with t′ 6 t∗ are invalid.
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• Challenge(t∗,M0,M1). Adversary A submits two messages M0,M1 and challenge
time period t∗. Adversary A′ forwards (t∗.V K∗,M0,M1) to Challenge in its own
security game and receives a ciphertext (C1, C2, C3) which equals(

e([h]1, pk)r ·Mb, [r]2, [(h0 +
∑̀
v=1

hvtv + h`+1V K
∗)r]1

)
∈ G3 ×G2 ×G1,

where b is a uniformly random bit. Afterwards, it computes a signature σ∗ ←
Sig.Sign(signk∗, (C1, C2, C3)) and outputs the challenge ciphertext

C∗ = (C1, C2, C3, vk
∗, σ∗).

If Break-In on input t′ 6 t∗ was previously queried then the challenge query is
invalid.

• Dec(t, C1, C2, C3, vk, σ). Whenever A asks for a decryption then A′ proceeds as
follows. First, it checks if vk = vk∗ and Sig.Verify(vk, (C1, C2, C3), σ) = 1 or if
vk 6= vk∗ and H(vk) = V K∗. If one of these conditions is true then A′ aborts and
outputs a uniformly random bit to Guess in its own security game. Else it queries
KeyQuery(t, V K) to obtain the decryption key skt,V K = (c, d). Then, it sim-
ulates the decryption procedure by running DecSim(t, (C1, C2, C3), vk, σ, (c, d)).
Since t, V K is unequal to and no prefix of t∗, V K∗ the query to KeyQuery is
valid. Dec cannot be queried on input (t∗, C∗).

• Guess(b′). Adversary A outputs its guess b′ ∈ {0, 1}, which A′ forwards to Guess
in its own experiment.

We denote Forge the event that A′ aborts during a decryption query because of the
first condition and Coll that it aborts because of the second condition. Together with
Lemma 4.1 and Lemma 4.3 it can be seen that adversary A′ provides a perfect simulation
to A as long as any of these two events do not happen. Thus,

|εA − εA′ | 6 Pr[Forge ∪Coll] = Pr[Forge] + Pr[Coll]. (4.16)

In order to determine Pr[Forge] note that if Forge occurs then A has submitted a valid
ciphertext (C1, C2, C3, vk

∗, σ∗), which means that σ∗ is a valid signature for message
(C1, C2, C3) under verification key vk∗. We show how to build an adversary A′′ that
breaks the sEUF-1CMA security of Σ using A.
Adversary A′′ plays the sEUF-1CMA security game with respect to Σ. At the be-
ginning, it receives a verficiation key vk∗ from its challenger. After A has submit-
ted its choice of corrupted parties adversary A′′ picks a uniformly random x ← Zq
and executes DKGSim([x]2, n, k) on behalf of the uncorrupted parties. Since A′′ is
in possession of x it is able to simulate all secret keys queried to Break-In. If A
makes a valid query Dec(t, C1, C2, C3, vk

∗, σ∗) then A′′ outputs (C1, C2, C3, σ
∗) as a

forgery to its own security experiment. If A makes a query Challenge(t∗,M0,M1)
then A′′ picks a bit b uniformly at random and computes Encrypt(pk, t∗,Mb) →
(C1, C2, C3). Afterwards, it queries the signing oracle in its own security experiment
on input (C1, C2, C3). It receives a signature σ and returns (t∗, C1, C2, C3, vk

∗, σ) to
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A. If A happens to query Dec(C1, C2, C3, vk
∗, σ∗) then, A′′ submits ((C1, C2, C3), σ∗)

as its forgery. Note that if the challenge oracle was already queried we still have
((C1, C2, C3), σ) 6= ((C1, C2, C3), σ∗). It follows that

Pr[Forge] = εA′′ . (4.17)

It remains to determine Pr[Coll] for H by building an adversary A′′′ that breaks the
collision resistance of H. It is eadsy to see that adversary A′′′ can simulate the CCA
forward security game for A perfectly by running KeyGen and Sig.KeyGen. When-
ever a collision occurs it forwards the corresponding inputs to H to its own challenger.
It follows that

Pr[Coll] = εA′′′ . (4.18)

Putting (4.17) and (4.18) in (4.16) gives us εA 6 εA′ + εA′′ + εA′′′ .
It is easy to see that all algorithms run in approximately the same time. This completes
the proof.

Theorem 4.7. Let n ≥ 2k+ 1 and let A be an adaptive adversary that (tA, εA)-breaks
the CCA forward security of (T, n, k)-ΠFST from Section 4.6. Given A we can build an
adversary A′ that (tA′ , εA′)-breaks the CPA security of HIBE ΠHIBE from [BBG05], an
adversary A′′ that (tA′′ , εA′′)-breaks the sEUF-1CMA security of a signature scheme Σ,
and an adversary A′′′ that (tA′′ , εA′′′)-breaks the collision resistance of H, such that

tA′′′ ≈ tA′′ ≈ tA′ ≈ tA and εA′′′ + εA′′ +

(
n

k

)
εA′ > εA.

Proof. Adversary A′ proceeds as in the proof of Theorem 4.6. The only difference is
that it guesses in advance of step 1 of DKGSim which parties the adversary is going
to corrupt. Whenever the adversary corrupts a party Pj , j ∈ B then it takes over the
role of this party and receives all values computed and stored on behalf of this party by
A′. If at the end A outputs a bit but has not corrupted at least k parties then A′ adds
some artificial corruptions to the set B uniformly at random such that it has exactly k
corrupted parties. Adversary A′ aborts the simulation and outputs uniformly random
bit if a guess was wrong (either of A or A′). The simulation is successful with probability
1/
(
n
k

)
.

4.7 Discussions

From static to adaptive adversaries. To protect against adaptive adversaries we used
complexity leveraging. This approach results in an additional security loss of

(
n
k

)
, where

n denotes the number of parties and k a threshold. Although, this loss seems to be quite
big, in practice n is relatively small. For instance for a threshold scheme with 10, 20 or 30
parties the maximum loss is 28, 218 and 228, respectively. Libert and Yung [LY13b] also
achieve security against adaptive adversaries for their FST-PKE. Even their suggestions
for FST signature schemes [LY13a] would achieve security against adaptive adversaries.
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However, in order to circumvent complexity leveraging they make use of bilinear pairings
of composite order. This approach is known as the dual system approach and prior to
their work it was only used to achieve full security for (Hierarchical-)IBE and attribute-
based encrpytion schemes [Wat09, LOS+10, LW10]. Although the dual system approach
is a very powerful tool to obtain full security or security against adaptive adversaries,
it lacks efficiency when implemented. The reason for this is that groups of composite
order require a much bigger modulus to guarantee the same level of security than elliptic
curves on groups of prime order.13 It can be seen that the security loss in our scheme
can be compensated by a slightly bigger modulus. This modulus remains much smaller
compared to one of composite order and thus results in a much more efficient scheme.
Finally, it should be mentioned that there exist several techniques to transfer the dual
system approach to prime order groups [Wat09, Fre10, LW10]. However, they result in
larger ciphertexts and seem also to be less efficient in terms of communication rounds for
decryption. Moreover, it is not clear whether they can be instantiated without a trusted
dealer. We leave it as an open problem to use these techniques to achieve the same
efficiency and advantages as our forward-secure threshold schemes, i.e. a non-interactive
key update and signing(decryption) procedure, no trusted dealer, and the possibility to
implement the scheme on standardized elliptic curves.

Sizes of keys, signatures, and ciphertexts. In [DN19], Drijvers and Neven analyzed the
signature and key sizes in the context of their forward-secure single user scheme. The
structure of the signatures and keys in our threshold scheme is the same structure as
of the signatures and keys in their single user scheme. The only difference is that the
common parameters in the threshold version have one additional element in G2. As
pointed out in [DN19], a signature consists of one element in G1, one element in G2 and
one bit string of length `, where T = 2` is the maximum number of time periods. For all
time periods, the secret key contains at most one node key at every level d = 1, . . . , `.
For level d the node key consists of 1 element in G2 and `− d+ 2 elements in G1, which
leads to at most ` elements in G2 and `2/2+3`/2 elements in G1. The public key and the
common parameters consist of `+ 4 elements in G1, 3 elements in G2, and a description
of the hash function and the pairing group. This includes the additional element in
G2. For a BLS12-381 curve one element in G1 requires 32 bits and one element in G2

requires 40 bits. Assuming T = 230, this yields a signature size of 84 bytes and a secret
key shares of size of at most 16800 bytes. The elements from the public key and the
common parameters require 1208 bytes. For the FST-PKE, we also need in the common
parameters a description of a strong one-time secure signature scheme. The key sizes for
the encryption scheme are the same as for the signature scheme. A ciphertext consists
of one element from G1, G2, and G3 plus the signature and verification key of the strong
one-time secure signature scheme.

The (im-)possibility of mobile adversaries and non-interactive key update. A mobile
adversary can switch between the parties it corrupts. We want to emphasize that in
general, it is not possible to tolerate such adversaries while having non-interactive key
update. The reason is that an adversary could for instance compromise all parties but
only one party per time period. Thus, it could update the secret key shares to the time

13For comparison of concrete sizes see the common recommendations: https://www.keylength.com/.
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period of the last compromise and reconstruct the secret key without ever exceeding
the threshold during one time period, which by security definition basically means that
the adversary broke the scheme without having k + 1 key shares for one time period.
This attack is even possible for interactive key updates that require interaction of fewer
parties than the threshold. However, prevention against this attack can be given by
proactive security. In a nutshell, proactive security means that we can refresh the secret
key shares in a way such that all shares which were not refreshed cannot be used to
reconstruct the secret key anymore (as long as the amount of these shares do not exceed
the threshold). Unfortunately, this refreshing requires interaction between the parties
or between each party and a trusted dealer, such that allowing mobile adversaries or
having non-interactive key updates can be seen as a trade-off. Indeed, our FST schemes
can be proactivized.

On the distinction between proactive and forward security. Prevention against mobile
adversary can be given by proactive security. In a nutshell, proactive security means
that we can refresh the secret key shares in a way such that all shares which were not
refreshed cannot be used to reconstruct the secret key anymore (as long as the amount
of these shares do not exceed the threshold). Unfortunately, this refreshing requires
interaction between the parties or between each party and a trusted dealer, such that
allowing mobile adversaries or having non-interactive key updates can be seen as a trade-
off. We explain the differences between proactive and forward security in more details
below. In forward security, the public key is fixed but the secret key changes in regard
to the time period. The time period is also embedded in the secret key. If the secret
key of time period t gets exposed, it is possible to sign signatures for all time periods
t′ > t, but it is still infeasible to do so for time periods t′ < t. Proactive security is an
additional interactive security mechanism for secret sharing. This mechanism changes
the secret shares, but not the secret itself and as in forward security, the public key
remains unchanged. Since proactive security does not embed the time period it can be
seen as a parallel time line when combined with forward security. For instance, let k1

be shares from a time period t and k2 be shares from the same time period t but after
proactivization. Further, let k1 + k2 > k + 1, but k1, k2 < k + 1, where k denotes the
threshold. Then, it is not possible to reconstruct the secret from the shares k1 and
k2, although they belong to the same time period. Overall, proactivization can provide
additional security but it must be executed carefully since every set of players of size at
most k which did not participate in proactivizing is forever excluded from signing.

Tolerating mobile adversaries. In order to proactivize the key material in our schemes,
the users had to run the DKG protocol where each party Pi sets the constant term
of polynomial ai to 0. Then, the resulting share held by each party after this DKG
execution is multiplied to all terms d′i in its secret key shares. It is also worth men-
tioning that in order to tolerate mobile adversaries, having a non-interactive key update
procedure and a separate protocol for proactivization is still preferable to having an
interactive key update procedure. The reason is that the former allows different levels of
granularity. For instance, key update could happen every hour and proactivization once
per day. Proactive security was introduced by Ostrovsky and Yung [OY91]. Herzberg et
al. proposed techniques to achieve robust proactivization for polynomial secret sharing
[HJKY95, HJJ+97].
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Conclusion. We proposed a forward-secure threshold schemes signature and encrption
scheme. Bot of them improve the state of the art in many aspects. The main advantages
of our schemes are the non-interactive key update and signing(decryption) procedure,
the fact that it can be implemented on standardized pairing-friendly curves and, that
no trusted dealer is required. Our signature, ciphertext and key sizes are also quite
short. We proved our scheme secure against adaptive and robust against malicious
adversaries.Morever, it is possible to add a proactivization procedure to our schemes in
order to tolerate mobile adversaries.
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CHAPTER 5

Efficient Adaptively-Secure Cryptosystems via Near-

Collision Resistance

We construct adaptively-secure variants of the selectively-secure pairing-based IB-KEM
and digital signature of Boneh and Boyen [BB04a, BB04c]. Both are proven secure in
the standard model, based on q-type assumptions, and have public key size O(λ), where
λ denotes the security parameter. The IB-KEM and the digital signature scheme have
only a single group element as ciphertext and signature, respectively. Moreover, the se-
curity reductions are quadratically tighter than in the corresponding schemes by Jager
and myself [JK18, Asiacrypt 2018]. As a technical contribution we introduce blockwise
partitioning, which leverages the assumption that a cryptographic hash function is Near-
Collision Resistant to prove full adaptive security of cryptosystems.
The results in this chapter are based on collaborations with Tibor Jager and David
Niehues. The concept of Near-Collision Resistance is due to David Niehues and inspired
by Truncation Collision Resistance from Tibor Jager and myself [JK18, Asiacrypt 2018].
The construction of IB-KEM and digital signatures are mainly due to myself. The re-
sults are part of an ongoing submission.

5.1 Introduction

In the random oracle model (ROM) [BR93a] a cryptographic hash function is mod-
eled as an oracle that implements a truly random function. This approach provides
a very powerful tool to prove security of cryptosystems. For example, it enables to
adaptively “program” a hash function to map certain input values to specific output
values in the security proof. However, the random oracle is a hypothetical concept
and in practice it requires implementation with a standard cryptographic hash function,
like SHA-3. This approach incurs the assumption that the implemented hash func-
tion is “secure enough” for the given application, but does not require precise security
properties. In addition to these missing security properties, there are also well-known
difficulties of instantiating random oracles up to the point that a scheme can be proven
secure in the ROM, but being insecure when implemented[CGH98]. A fundamental
question is to which extent the ROM is indeed necessary to obtain practical construc-
tions of cryptosystems. By advancing our proof techniques for cryptographic schemes,
we may eventually be able to construct secure schemes in the standard model with the
same efficiency as corresponding schemes with security proofs in the ROM. It is known
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that for some primitives a programmable random oracle is indeed inherently necessary
[Nie02, FLR+10, HMS12, FF13]. But for adaptively-secure identity-based encryption
schemes and standard signatures schemes, there are no such impossibility results.

Techniques to achieve adaptive security. In the context of identity-based encryption,
the established standard security notion is called adaptive security [BF01]. This notion
considers an adversary that is able to choose the identities for which it requests secret
keys or a challenge ciphertext adaptively in the security experiment. A weaker notion is
given by so-called selective security [BB04a], where the adversary has to announce the
“target identity” associated with a challenge ciphertext at the beginning of the security
experiment, even before seeing the public parameters. There exists also a distinction
between adaptive and selective security for signature schemes [BLS04, BB04c]. In the
case of signature schemes, the adversary can either query signatures adaptively or it has
to announce for which messages it wants to receive signatures before seeing the public
parameters. The advantage of “selective” security is that it is much easier to achieve
and therefore yields more efficient constructions. The ROM can then be used to convert
a selectively-secure scheme into an adaptively-secure one with negligible performance
overhead, and thus yields an efficient and adaptively-secure construction. This generic
transformation is based on “programming” the random oracle, which essentially means
that it is possible to adaptively modify the mapping of function inputs to outputs in a way
that is convenient for the security proof. Although this is very useful to achieve efficient
and adaptively-secure constructions, programming the random oracle is considered as
particularly unnatural, because no fixed function can be as freely programmed as a
random oracle. There exist techniques to achieve adaptive security in the standard model
by realizing certain properties of a random oracle with a concrete construction (i. e., in
the standard model). This includes admissible hash functions [BB04b], programmable
hash functions [Wat05, HK08, HJK11, FHPS13, CFN15], and extremely lossy functions
[Zha16]. However, these typically yield significantly less efficient constructions and are
therefore less interesting for practical applications than corresponding contructions in
the random oracle model.

Truncation Collision Resistance by Jager and Kurek. A different approach to obtain
adaptive security is to use Truncation Collision Resistance [JK18] of a cryptographic
hash function to achieve adaptive security. In contrast to the aforementioned approaches,
this does not introduce a new “algebraic” construction of a hash function. Instead, the
idea is to formulate a concrete hardness assumption that on the one hand is “weak
enough” to appear reasonable for standard cryptographic hash functions, such as SHA-
3, but which at the same time is “strong enough” to be used to achieve adaptive security.
It is shown that this indeed yields very efficient and adaptively-secure constructions, such
as identity-based encryption with a single group element overhead and digital signatures
that consist of a single group element. However, the main disadvantages of the con-
structions in [JK18] are that very strong computational hardness assumptions (so-called
q-type assumptions with very large q) are required, and that the reductions are extremely
non-tight.

Our contributions. We introduce blockwise partitioning as an approach to leverage the
assumption that a cryptographic hash function is near-collision resistant. Near-collision
resistance is inspired by the notion of Truncation Collision Resistance by Jager and
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Scheme |mpk| |C| Security Assumption ROM Security Loss

[BF01] 2 1 adap. DBDH Yes O(qkey)
[Wat05] n+ 3 2 adap. DBDH No O(t2 + (n · qkey · ε−1)2)
[Wat09] 13 10 adap. DLIN+DBDH No O(qkey)
[Lew12] 25 6 adap. DLIN No O(qkey)

[CLL+13] 9 4 adap. SXDH No O(qkey)
[AHY15] O(λ) 8 adap. DLIN No O(log(λ))
[BB04a] 4 2 selec. qDBDHI No O(1)
[JK18] O(λ) 1 adap. qDBDHI No O(t7A/ε

4
A)

Ours O(λ) 1 adap. qDBDHI No O(t3A/ε
2
A)

Figure 5.1: Comparison of IB-KEMs based on pairings with prime order groups and
short ciphertexts. |mpk| is the number of group elements in public keys
(descriptions of groups and hash functions not included), n the length of
identities, λ the security parameter. All public keys include at least one
element from the target group of the pairing, except for [BF01]. |C| is the
number of group elements in the ciphertexts when viewed as a KEM, re-
spectively. “Adap.” means adaptive IND-ID-CPA security as defined below,
“selec.” is selective security in the sense of [BB04a]. The security loss is
defined as the value L that satisfies tB/εB = L · tA/εA, where tA,εA and
tB,εB are the running time and advantage probability of the adversary and
reduction, respectively. qkey is the number of identity key queries

Kurek [JK18]. It essentially captures the same intuition and therefore can be considered
equally reasonable. We show that Near-Collision Resistance yields more efficient cryp-
tographic schemes. More precisely, we construct a new variant of the pairing-based
identity-based encryption schemes of Boneh and Boyen [BB04a]. In comparison to
[BB04a], we achieve adaptive security instead of selective security and do not require
the random oracle model. Our scheme is based on a q-type assumption and a ciphertext
consists only of a single group element. In comparison to the corresponding construc-
tion from Jager and Kurek [JK18], the q of the required q-type assumption is reduced
quadratically, while the tightness of the reduction is improved quadratically, as well. We
also construct a signature scheme with adaptive security in the standard model, where
a signature is only a single element from a prime-order group, which achieves the same
quadratic improvement over a construction from [JK18]. Again, we do not require the
random oracle model. We compare existing identiy-based encryption schemes and signa-
tures in Fig. 5.1 and Fig. 5.2, respectively. We compare Truncation Collision Resistance
with near-collision resistance in Section 5.5.

5.2 Blockwise Partitioning via Near-Collision Resistance

Confined guessing [BHJ+13, BHJ+15] is a technique to construct efficient and adaptively-
secure digital signature schemes. It has been used for instance in [DM14, Alp15]. Un-
fortunately, it is only applicable to signatures, but not to identity-based schemes such
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Scheme |pk| |σ| Security Assumption ROM Security Loss

[BLS04] 2 1 adap. CDH Yes O(qSig)
[BB04c] 5 2 selec. qDH No O(1)
[Wat05] n+ 3 2 adap. CDH No O(n · qSig)
[HJK11] n+ λ+ 3 2 adap. qDH No O(n2 · qSig)

[BHJ+13] O(log λ) 3 adap. CDH No O((ε−1 · qm+1
Sig )c/m)

[JK18] O(λ) 1 adap. qDH No O(t7A/ε
4
A)

Ours O(λ) 1 adap. qDH No O(t3A/ε
2
A)

Figure 5.2: Comparison of short signature schemes based on pairing with prime or-
der groups. The column |G| refers to the order of the underlying groups
(prime or composite), |pk| is the number of group elements in public keys,
n is the length of messages, and λ the security parameter. All pub-
lic keys include one element from the target group of the pairing, except
for [BLS04, HJK11, BHJ+13]. The column |σ| refers to the number of group
elements in the signature. “Adaptive” security means EUF-CMA security,
“selec.” security is from [BB04c]. The remaining columns state the assump-
tion the proof is based on, whether the Random Oracle Model is used, and
the security loss of the reduction, where qSig is the number of signing queries,
tA and εA the running time and advantage of the adversary, and the loss is
computed as explained in Figure 5.1. The values m and c are system param-
eters influencing keys and signature sizes. Note that [HJK11] present also
other trade-offs with larger public keys consisting and shorter signatures, but
always strictly larger than one group element.
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as identity-based key encpsulation mechanisms (IB-KEMs). We propose blockwise par-
titioning as a similarly technique, and show how it can be used to construct efficient
IB-KEMs and signature schemes with adaptive security. It is based on the near-collision
resistance of a cryptographic hash function, which is inspired by the closely related no-
tion of truncation collision resistanceby Jager and Kurek [JK18]. The main advantage
of near-collision resistance is that it enables a more fine-grained guessing compared to
truncation collision resistance, which results in more efficient constructions due to tighter
security reductions and weaker hardness assumptions. Additionally, near-collision resis-
tance enables the use of hash functions with smaller output length.The constructions
in [JK18] require a hash function output length of 4(λ + 1), where λ is the security
parameter. Here, a hash function output length of 2λ + 3 is sufficient. Due to the fact
that in practice the common output length for collision-resistant hash functions is ap-
proximately 2λ this is basically optimal. In particular, for many practical construction
collision resistant hash function are used to map long idetities to short strings anyway.
In this section we describe the framework and assumptions for blockwise partitioning
and give some more technical intuition. Moreover, we state and prove a technical lemma
that provides useful properties of blockwise partitioning for security proofs.

5.2.1 Blockwise Partitioning.

Let H : {0, 1}∗ → {0, 1}n be a hash function. W.l.o.g. we assume that n =
∑`

i=0 2i. One
can generalize this to arbitrary n, but this would make the notation rather cumbersome
without providing additional insight or clarity. Then we can view the output space
{0, 1}n of the hash function as a direct product of sets of exponentially-increasing size

{0, 1}n = {0, 1}20 × · · · × {0, 1}2` .

For a hash function H we define functions H1, . . . ,H` such that

Hi : {0, 1}∗ → {0, 1}2i and H(x) = H0(x)|| · · · ||H`(x).

One can consider each Hi(x) as one “block” of H(x). Note that blocks have exponentially
increasing size and there are blog nc+ 1 blocks in total.

Remark 5.1. Note that in this chapter the notation Hi has a different meaning than in
Chapter 3.

Using blockwise partitioning. Let t = t(λ) be a polynomial and let ε = ε(λ) be a non-
negligible function such that ε > 0 and t/ε < 2λ for all λ ∈ N. In the security proofs
of our cryptosystems, t and ε are (approximations of) the running time and success
probability of the adversary. We define an integer n′ depending on (t, ε) as

n′ := dlog(4t · (2t− 1)/ε)e. (5.1)

Note that if n ≥ 2λ+ 3, then we have 0 ≤ n′ ≤ n as we show in Lemma 5.1 below.
The value n′ uniquely determines an index set I = {i1, . . . , iω} ⊆ {0, . . . , `} such

that n′ =
∑

i∈I 2i, where ` := blog nc. The key point in defining n′ as in Eq. (5.1) is
that it provides the following two properties simultaneously:
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Guessing from polynomially-bounded range. In order to transform a cryptographic
scheme from selective to adaptive security the reductions has to “predict” a certain
hash values H(x∗). Think of x∗ as the challenge identity in an IB-KEM security
experiment, or the message from the forgery in a signature security experiment.
Blockwise partitioning enables to do this from a polynomially bounded range as
as follows.

Consider the following probabilistic algorithm BPSmp On input λ, t, and ε it
computes n′ as in Eq. (5.1). Then it chooses Ki ← {0, 1}2

i
uniformly random for

i ∈ I and defines Ki = ⊥ for all i 6∈ I. Finally it outputs

(K0, . . . ,K`)← BPSmp(1λ, t, ε).

The joint range of all hash functions Hi with i ∈ I is {0, 1}2i1 ×· · ·×{0, 1}2iω , has
size

2n
′

= 2
∑

i∈I 2i .

Hence, we have
Pr [Hi(x

∗) = Ki for all i ∈ I] = 2−n
′
.

Note that 2n
′

is polynomially bounded, due to the definition of n′ in Eq. 5.1.

Upper bound on the collision probability. In Lemma 5.1 below we will show that near-
collision resistance of H guarantees that the probability that an adversary running
in time t outputs any two values x 6= x′ such that

Hi(x) = Hi(x
′) for all i ∈ I (5.2)

is at most ε/2. In the context of IB-KEMs x and x′ could be adaptively chosen
identities. In the context of digital signature schemes, x and x′ could be adaptively
chosen messages. Note that this does not mean that the collision probability is
negligible. In fact, this is not even possible due to the polynomially-bounded space.
However, there will be no collision with probability at least ε/2, which means that
collisions are sufficiently unlikely: an adversary that runs in some time t and has
some advantage ε will be often enough successful without finding a collision.

5.2.2 Blockwise Partitioning Via Near-Collision Resistance.

We give a formal definition of near-collision resistance and then provide a technical
lemma which will be useful for security proofs based on blockwise partioning of hash
function outputs.

Definition 5.1. Near-collision resistance Let H = {H : {0, 1}∗ → {0, 1}n} be a
family of hash functions. For n′ ∈ {1, . . . , n}, we say that an adversary A = (A1,A2)
n′-breaks the near-collision resistance of H, if it runs in time tA, A1 on input n′ outputs
an index set I ⊆ {1, ..., n} with |I| = n′ and

Pr
H←H

[
(x0, . . . xQ)← A2(H) :

∃u, v s.t. H(xu)[i] = H(xv)[i] for all i ∈ I

]
>
tA(tA − 1)

2n′+1
,
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where H(·)[i] denotes the i-th bit of H. We say that H is near-collision resistant,
if there exists no adversary A n′-breaking the near-collision resistance of H for any
n′ ∈ {1, . . . , n}.
The following lemma will be useful to apply blockwise partitioning in security proofs.

Lemma 5.1. Let H : {0, 1}∗ → {0, 1}n be a hash function, t be a polynomial, and
let ε be a non-negligible function such that ε > 0 and t/ε < 2λ for all λ. Let n′ :=
dlog(4t · (2t− 1)/ε)e as in Eq. 5.1 and define set I such that n′ =

∑
i∈I 2i. Let A be an

algorithm that outputs (X(1), . . . , X(Q), X∗) and runs in time t and let

(K0, . . . ,K`)← BPSmp(1λ, t, ε),

where BPSmp is the algorithm described above.

1. Let coll be the event that there exists x, x′ ∈ {X(1), . . . , X(Q), X∗} such that

Hi(x) = Hi(x
′) for all i ∈ I. (5.3)

Let badChal be the event that there exists i ∈ I such that Pr [Hi(X
∗) 6= Ki]. If

H is drawn uniformly at random from a family of near-collision resistant hash
functions in the sense of Definition 5.1, then we have

(ε− Pr [coll]) · Pr [¬badChal] ≥ ε2/(32t2 − 16t).

Moreover, coll and badChal are independent of each other.

2. Let badEval be the event that there exists x ∈ {X(1), . . . , X(Q)} with x 6= X∗ such
that Hi(x) = Ki for all i ∈ I. Then we have

badEval =⇒ coll∨ badChal.

Proof. The proof uses the following inequalities and identities from [JK18, JN19].

n′ ∈ {1, . . . , 2k + 3}, 2t(2t− 1)

2n′
≤ ε

2
, and

1

2n′
≥ ε

16t2 − 8t
(5.4)

For a complete overview we start by rephrasing the proof of these identites and inequal-
ities from [JK18, JN19]. We start by proving n′ ∈ {1, . . . , 2λ+ 3}.

n′ = dlog(4t(2t− 1)/ε)e ≤
⌈
log
(

4 · 2λ(2t− 1)
)⌉

≤
⌈
log
(

8 · 2λt
)⌉
≤
⌈
log
(

2λ2λ+3
)⌉

= 2λ+ 3

Since 4t(2t− 1) = 8t2 − 4t > 1 for all t ∈ N and ε ∈ (0, 1], we have log(4t(2t− 1)/ε) > 0
and therefore j ≥ 1.

We proceed to prove 2t(2t− 1)/2n
′ ≤ ε/2.

2t(2t− 1)

2n′
=

2t(2t− 1)

2dlog(4t(2t−1)/ε)e ≤
ε2t(2t− 1)

4t(2t− 1)
=
ε

2
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Finally, we have

1

2n′
=

1

2dlog(4t(2t−1)/ε)e ≥
1

2
· ε

4t(2t− 1)
=

ε

16t2 − 8t
.

Now we are ready to continue with proving Property 1 by showing Pr[coll] < ε/2. Assume
an algorithm A running in time tA and outputting (X(1), . . . , X(Q), X∗) such that there
exist x, x′ ∈ {X(1), . . . , X(Q), X∗} such that Eq. (5.3) holds with probability at least ε/2.
By the definition of I and the functions Hi, this gives us that H(x) and H(x′) agree
on at least n′ positions. From A, we can construct an algorithm B that n′-breaks the
near-collision resistance of H. In order to do so, B simply outputs (X(1), . . . , X(Q), X∗)
provided by A. The running time tB of B is at most 2tA, since B does nothing more
than executing A and transmitting its outputs. Therefore, we get

Pr[coll] > εA/2 ≥
2tA(2tA − 1)

2n′
≥ tB(tB − 1)

2n′+1
,

where the second inequality follows from Eq. (5.4). This contradicts the assumptions
that H is near-collision resistant. Next, we determine Pr [¬badChal]. We have that
the events coll and badChal are independent of each other because (K0, . . . ,K`) is cho-
sen independently from (X(1), . . . , X(Q), X∗). Moreover, each Ki with i ∈ I is chosen

uniformly at random from {0, 1}22i

and thus we have

Pr [¬badChal] = Pr [Hi(X
∗) = Ki for all i ∈ I] =

1

2
∑

i∈I 2i
= 2−n

′
,

where the last equation follows by definition of n′. Finally, to prove Property 1, we
calculate

(εA − Pr[coll])2−n
′ ≥

(
εA −

εA
2

) εA
16t2A − 8tA

=
ε2
A

32t2A − 16tA
,

where the first inequality follows from Eq. (5.4). To show Property 2, we explain that
if badEval occurs, then either badChal or coll must occur. This is because if there exists
x ∈ {X(1), . . . , X(Q)} with x 6= X∗ with Hi(x) = Ki for all i ∈ I, then we have either
that also Hi(X

∗) = Ki for all i ∈ I and then coll occurs or we have that there exists
an index i ∈ I such that Hi(X

∗) 6= Ki and then badChal occurs. This concludes the
proof.

5.3 Adaptively Secure IB-KEM with Short Ciphertexts

In this section, we present a new IB-KEM that is adaptively secure and where the ci-
phertext consists of only a single element. Compared to the only other construction with
these properties[JK18], the q̄ of the required q̄-type assumption is reduced quadratically,
while the tightness of the reduction is improved quadratically, as well. Due to near-
collision resistance, we are also able to reduce the output length of the hash function to
roughly half of the output length required in [JK18], which reduces computational costs
while guaranteeing the same level of security.
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The construction. Let H = {H : {0, 1}∗ → {0, 1}2λ+3} be a family of hash functions,
let ` = blog(2λ+ 3)c, and let PG be the description of a cryptographic Type-1 pairing
group. We construct the IB-KEM scheme Π = (Setup,KeyGen,Encap,Decap) as
follows.

• Setup(1λ). Choose a random hash function H ← H, a random generator [1]1 ∈
G1, and random elements x0, . . . , x` ∈ Z∗q . Define the master secret key msk as

msk = (x0, . . . , x`) ∈ Z`+1
q .

For i ∈ N and m ∈ N0 define bi(m) as the function that, on input of integer m,
outputs the i-th bit of the binary representation of m. For msk = (x0, . . . , x`) and
m = 0, . . . , 2`+1 − 1 define

F (msk,m) :=
∏̀
i=0

x
bi(m)
i . (5.5)

The public parameters are defined as

mpk = (PG, H, [F (msk, 0)]1, . . . , [F (msk, 2`+1 − 1]1).

• KeyGen(msk, id). Let

u(id) =
∏̀
i=0

(Hi(id) + xi) ∈ Zq. (5.6)

Then the private key for identity id is computed as

USKid = [1/u(id)]1.

• Encap(mpk, id). Observe that

u(id) =
∏̀
i=0

(Hi(id) + xi) = d0 +

2`−1∑
m=1

(
dm
∏̀
i=0

x
bi(n)
i

)
,

where the constants di are efficiently computable from H(id). Using H(id) and
mpk first [u(id)]1 is computed as

[u(id)]1 =

d0 +

2`−1∑
m=1

(
dm
∏̀
i=0

x
bi(n)
i

)
1

= [d0]1 ·
2`−1∏
m=1

[F (msk,m)]dm1 .

Note that this does not require knowledge of x0, . . . , x` explicitly.

Finally, the ciphertext and key are computed as

(C,K) = ([u(id)]r1, e([1]1, [1]1)r) ∈ G1 ×GT .
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for a uniformly random r ← Zq.

• Decap(USKid, C, id). To recover K from a ciphertext C for identity id and a
matching user secret key [1/(u(id))]1, compute and output e(C,USKid).

5.3.1 Proof of Correctness

Let C be a ciphertext for identity id computed as above. Let [1/(u(id))]1 be a user
secret key for identity id. Then we have

e(C,USKid) = e([u(id)]r1, [1/(u(id))]1) = e([1]1, [1]1)r = K.

5.3.2 Proof of Security

The security of this construction is based on the q̄-DBDHI assumption for Type-1 pairing
groups [BB04a, BBG05]. It is the same assumption as for the scheme of [BB04a]. To
simplify notation in the security proof, we re-randomize the group elements with an
element y ← Z∗q . This has no impact on the hardness of the assumption because [1]1 ←
G1 is picked uniformly random anyway.

Definition 5.2. q̄-BDHI1 Assumption.
Let PG = (G1,GT , e, q) be the description of a cryptographic Type-1 pairing group

and let [1]1 be a random generator of G1. Let A be an adversary. We say that it
(tA, εA)-breaks the q̄-DBDHI1 assumption, if it runs in time tA and∣∣∣∣Pr

[
A
(
PG, [y]1, [yα]1, [yα

2]1, . . . , [yα
q̄]1, V0

)
= 1
]
−

Pr
[
A
(
PG, [y]1, [yα]1, [yα

2]1, . . . , [yα
q̄]1, V1

)
= 1
] ∣∣∣∣ ≥ εA

where y, α← Z∗q , V0 = e([y]1, [y]1)1/α and V1 ← GT .

Remark 5.2. In [BBG05], it is shown that the q̄-DBDHI assumption and the q̄-DBDHI∗

assumption from Definition 4.8 are equivalent. However, note that here Definition 4.8
refers to Type-3 pairing groups, whereas Definition 5.2 refers to Type-1 pairings. In
order to show equivalence, the same type of pairing is required.

We start by defining the strength of the q̄-DBDHI assumption. We set

q̄ := 4λ+ 7 + j + 2
∑

i∈[blog(2λ+3)c]0
Ki 6=⊥

(
22i − 1

)
.

Using j ≤ blog(2λ+ 3)c+ 1 and the following lemma, we obtain

q̄ ≤ 4λ+ 8 + blog(2λ+ 3)c+ 32t2A/εA.

91



5 Efficient Adaptively-Secure Cryptosystems via Near-Collision Resistance

Lemma 5.2. Let I = {i : Ki 6= ⊥} be as above, then

2 ·
∑

i∈[blog(2λ+3)c]0
i∈I

(
22i − 1

)
≤

32t2A
εA

.

Proof.

2 ·
∑

i∈[blog(2λ+3)c]0
Ki 6=⊥

(
2(2i) − 1

)
< 2 ·

∑
i∈[blog(2λ+3)c]0

Ki 6=⊥

2(2i) <
∏

i∈[blog(2λ+3)c]0
Ki 6=⊥

2(2i) (5.7)

= 2 · 2

∑
i∈[blog(2λ+3)c]0

Ki 6=⊥
(2i)

= 2`

= 2 · 2dlog(4tA(2tA−1)/εA)e ≤ 8tA(2tA − 1)

εA

≥ 2 ·
16t2A
εA

=
32t2A
εA

,

where Inequality (5.7) holds, because a + b < ab for all a, b ≥ 2. This concludes the
proof.

Theorem 5.1. Let Π from Section 5.3 be instantiated with a family H of near-collision
resistant hash functions in the sense of Definition 5.1. Let A be an adversary that
(tA, εA)-breaks the IND-ID-CPA security of Π. Given A, we can build an adversary B
that, given (sufficiently close approximations of) tA and εA, (tB, εB)-breaks the q̄-DBDHI
assumption with q̄ ≤ 4λ+ 9 + blog(2λ+ 3)c+ 32t2A/εA such that

tB = O(32t2A/εA) and εB ≥ ε2
A/(32t2A − 16tA)− negl(λ),

for some negligible term negl.

Proof. Consider the following sequence of games. We denote with Gi the event that
Game i outputs 1 and with Ei := Pr [1← Gi]− 1/2 the advantage of A in Game i.

Game 0. This is the original IND-ID-CPAΠ
A(λ) security experiment. By definition, we

have
E0 = Pr[IND-ID-CPAAΠ(λ) = 1]− 1/2 = εA.

Game 1. This game is identical to Game 0, except that the challenger runs K̄ =
(K0, . . . ,K`) ← BPSmp(tA, εA) from Theorem 5.1. Furthermore, it defines I :=
{i : Ki 6= ⊥}. Let Q be the set of all queries that the adversary queries to
KeyGen(mpk,msk, ·), and let Q∗ := Q ∪ {id∗}, where id∗ is the challenge query. Ad-
ditionally, the challenger raises event coll, aborts and outputs a random bit if there exist
id, id′ ∈ Q such that id 6= id′, but Hi(id) = Hi(id

′) for all i ∈ I. Since coll is defined
exactly as in Lemma 5.1 we have

E1 ≥ E0 − Pr [coll] = εA − Pr [coll]
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Game 2. In this game, the challenger raises event badChal which occurs if there exists
an index i ∈ I such that Hi(id

∗) 6= Ki and it raises event badEval if there exists id ∈ Q
such that Hi(id) = Ki for all i ∈ I. If either badChal or badEval occur it aborts and
outputs a random bit. By Property 2 of Lemma 5.1 we have badEval =⇒ coll∨ badChal
and by Property 1 we have

E2 = E1 · Pr [¬badChal] = (εA − Pr [coll]) · Pr [¬badChal] ≥
ε2
A

32t2A − 16tA

Game 3. In this game, we change the way msk and mpk are generated by the challenger.
It samples α← Z∗q , x̃i ← Z∗q and sets for all i = 0, . . . , blog(n)c

xi :=

{
x̃i · α−Ki if Ki 6= ⊥
x̃i otherwise.

If xi = 0 for any 0 ≤ i ≤ blog(n)c, then the challenger aborts and outputs a random
bit. This happens iff x̃iα = Ki. Since x̃iα is distributed uniformly at random in Z∗q ,
the probability that this happens for any of the O(log λ) many xi is negligible and we
therefore have

E3 = E2 − negl(λ).

Game 4. In this game, the way the challenger chooses [1]1 is changed. Let j = |I| be the
number of non-wildcard positions in K̄. The challenger then first defines the polynomial
W (Z) ∈ Zq[Z] as

W (Z) := Zj−1

blog(n)c∏
i=0
Ki 6=⊥

∏
−22i+1≤k≤22i−1

k 6=0

(x̃iZ + k) . (5.8)

The challenger samples [y]1 ← G1 and sets [1]1 := [y]
W (α)
1 . If [1]1 = 1G1 , which happens

iff W (α) ≡ 0 mod p, the challenger outputs a random bit and aborts. It can be seen
that the distribution of [1] changes only if W (α) ≡ 0 mod p. By Lemma 5.2, we have
deg(W ) ≤ blog(n)c + 8 + 32t2A/εA. Since α is uniformly random in Z∗q , we have by

the Schwartz-Zippel Lemma Pr [W (α) = 0] ≤ deg(W )
q−1 . Due to the fact that deg(W ) is

polynomial in λ and q ∈ 2O(λ) by the properties of GrpGen, we have

E4 = E3 − negl(λ).

The previous steps now enable us to construct a an adversary B against the q̄-DBDHI
that perfectly simulates Game 4. B operates as follows.
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Initialization of B. B runs K̄ = (K0, . . . ,K`)← BPSmp(tA, εA) at the beginning of the
experiment and by doing so it also determines the index set I := {i : Ki 6= ⊥} according
to Lemma 5.1. Moreover, it receives a q̄-DBDHI instance (PG, [y]1, [yα]1, . . . , [yα

q̄]1, V ),

where q̄ = 4λ + 6 + j + 2
∑

i∈[blog(n)c]0
Ki 6=⊥

(
22i − 1

)
, where j = |I| is the number of non-

wildcard positions in K̄, and where either V = e([y]1, [y]1)1/α or V ← GT . In order to
define [1]1, B samples x̃i ← Z∗q for all i = 0, . . . , blog(n)c. Then it (implicitly) sets

xi′ :=

{
x̃i′ · Z −Ki′ if Ki 6= ⊥
x̃i′ otherwise

.

It continues with compututing coefficients ϕ0, . . . ϕq̄−4λ−8 ∈ Zq such that

W (Z) = Zj−1

blog(n)c∏
i=0
Ki 6=⊥

∏
−22i+1≤k≤22i−1

k 6=0

(x̃iZ + k) =

q̄−4λ−8∑
k=0

ϕkZ
k.

B defines

[1]1 :=

q̄−8λ−8∏
k=0

[yαk]ϕk
1 = [y

q̄−4λ−8∑
k=0

ϕkα
k]1 = [yW (α)]1.

If [1]1 = 1G, meaning W (α) ≡ 0 mod q, B aborts and outputs a random bit. Afterwards
B proceeds with computing [F (msk,m)]1 for m = 0, ..., 2`+1− 1, where ` = blog(n)c and

F (msk,m) =
∏`
i′=0 x

bi′ (m)
i′ as in Equation (5.5). That is, it computes ψm,0, . . . , ψm,q̄ ∈ Zq

for all m = 0, ..., 2`+1 − 1 such that

W (Z) ·
∏̀
i′=0

x
bi′ (m)
i′ =

q̄∑
k=0

ψm,kZ
k.

For all m = 0, . . . , 2`+1 − 1 it sets

[F (msk,m)]1 :=

q̄∏
k=0

[yαk]
ψm,k

1 = [yW (α) ·
∏̀
i′=1

x
bi′ (m)
i′ ]1.

Finally B outputs mpk = (PG, H, [F (msk, 0)]1, . . . , [F (msk, 2`+1 − 1]1) to A.
In order to respond to KeyGen queries and the challenge query for id∗, B defines a

polynomial Pid(Z) ∈ Zq[Z], which will assume the role of u(id). Let xi′ = x̃i′ · Z −Ki′ if
Ki 6= ⊥ and xi′ = x̃i′ else. Then

Pid(Z) :=

blog(n)c∏
i′=1

(xi′ +Hi′(id)) .

Note that the values xi′ may contain Z. We require the following lemma by Ya-
mada [Yam17] to proceed with the description of B.
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Lemma 5.3 (Lemma 14 in [Yam17]). Let id ∈ {0, 1}∗ then there exist ζid ∈ Z∗q and
Rid(Z) ∈ Zq[Z] such that

W (Z)

Pid(Z)
=

{
ζid
Z +Rid(Z) if Hi(id) = Ki for all i ∈ I
Rid(Z) else

.

Answering key queries. When B receives a key query for id ∈ {0, 1}∗ from A, it checks
whether Hi(id) = Ki for all i ∈ I and if so aborts and outputs a random bit. If there
is an index i ∈ I such that Hi(id) 6= Ki let Rid(Z) =

∑q̄
k=0 Z

kρid,k ∈ Zq[Z] such that
Rid(Z) = W (Z)/Pid(Z), which is guaranteed to exist by Lemma 5.3. First B computes
the coefficients ρid,k ∈ Zq for all k. Then it computes and returns

[1/u(id)]1 :=

q̄∏
k=0

[yαk]
ρid,k
1 = [y

q̄∑
k=0

αkρid,k]1 = [yRid(α)]1 = [yW (α)/Pid(α)]1.

Answering challenge. When B receives the challenge id∗ ∈ {0, 1}∗, it checks whether
there exists i ∈ I such that Hi(id) 6= Ki. If this is true then it aborts and outputs a
random bit. Else, let ζ := ζid∗ ∈ Zq and R(Z) := Rid∗(Z) =

∑q̄
k=0 Z

kγk ∈ Zq[Z] such
that W (Z)/Pid∗(Z) = ζ/Z + R(Z) as guaranteed by Theorem 5.3. B then computes
coefficients γk ∈ Zq of R.

Using that W (Z) =
∑q̄−4λ−8

k=0 ϕkZ
k it also computes

K̃ := V ζ·ϕ0e

(
[y],

q̄−4λ−8∏
k=1

[yαk−1]ζϕk

)
e

(
q̄∏

k=0

[yαk]γk ,

q̄−4λ−8∏
k=0

[yαk]ϕk
1

)
(5.9)

Afterwards it samples L← Zq and computes and outputs

K := K̃L and C := [1]L.

Finally, when A outputs its guess b′ to B, then B also outputs b′ as solution to the
q̄-DBDHI instance.

Analysis of B. Recapping the construction of B, we observe that mpk and all answers of
B are distributed identically to the challenger’s interactions withA in Game 4. Analyzing
B’s response to the challenge id∗, we distinguish the following two cases depending on
the q̄-DBDHI instance.
Let V = e([y]1, [y]1)1/α. Then we have for the first part of (5.9)

V ζ·ϕ0e

(
[y]1,

q̄−4λ−8∏
k=1

[yαk−1]ζϕk
1

)
= e([y]1, [y]1)ζ·ϕ0/αe

(
[y],

q̄−4λ−7∏
k=1

[yαk−1]ζϕk

)

= e

(
[y]1, [y

q̄−4λ−8∑
k=0

ζϕkα
k−1]1

)
= e ([y]1, [y]1)ζW (α)/α
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and for the second part

e

(
q̄∏

k=0

[yαk]γk1 ,

q̄−4λ−8∏
k=0

[yαk]ϕk
1

)
= e ([yR(α)]1, [yW (α)]1) = e ([y]1, [y]1)R(α)W (α) .

Together we have that

K̃ = e ([y]1, [y]1)ζ·W (α)/α+R(α)·W (α) = e ([y]1, [y]1)W (α)2/Pid∗ (α) = e ([1]1, [1]1)1/Pid∗ (α) ,

where we use [yW (α)]1 = [1]1 and Lemma 5.3 multiplied by W (Z) on both sides.
Then if we implicitly set s := L/Pid∗(α) we have

K = K̃L = e ([1]1, [1]1)L/Pid∗ (α) = e ([1]1, [1]1)s and C = [1]L1 = [1]
Pid∗ (α)·s
1 .

Since Pid∗(α) = u(id∗) we have that C is a correct encapsulation of K.
In case that V ← GT we have that K̃L is uniformly random in GT . Thus K = K̃

and C do not match. Overall it can be seen that B simulates Game 4 perfectly. Plugging
the game sequence and the reduction together gives us

εB ≥ ε2
A/(32t2A − 16tA)− negl(λ).

Running time of B. The running time tB of B consists of the running time tA ofAplus the
time required to compute a valid public key mpk and the time to respond to oracle queries
by A. For computing mpk and these responses the most time consuming operations are
exponentiation. Each computation needs at most q̄ exponentiations. By Lemma 5.2 we
have q̄ ≤ 4λ+ 8 + blog(n)c+ 32t2A/εA = O(t2A/εA) and thus

tB = tA +O(q̄) = O(t2A/εA).

This completes the proof.

5.4 A Digital Signature Scheme

In this section we describe a new digital signature scheme that is adaptively secure and
where the signature consist of a single group element. Again, compared to the only
other construction with those properties [JK18] the q̄ of the required q̄-type assumption
is reduced quadratically, while the tightness of the reduction is improved quadratically,
as well. Due to near-collision resistance, we are also able to reduce the output length of
the hash function to roughly half of the output length required in [JK18], which reduces
computational costs while guaranteeing the same level of security.

The construction. Let H = {H : {0, 1}∗ → {0, 1}2λ+3} be a family of hash
functions, let ` = blog(2λ+ 3)c, and let PG be the description of a cryptographic Type-1
pairing group. We construct the digital signature scheme Σ = (KeyGen,Sign,Verify)
as follows.

• KeyGen(1λ). Choose a random hash function H ← H, a random generator
[1] ∈ G1, and random elements x0, . . . , x` ∈ Z∗q . Define the secret signing key
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signk as

signk = (x0, . . . , x`) ∈ Z`+1
q .

For i ∈ N and m ∈ N0 define bi(m) as the function that, on input of integer m,
outputs the i-th bit of the binary representation of m. For signk = (x0, . . . , x`)
and m = 0, . . . , 2`+1 − 1 define

F (signk,m) :=
∏̀
i=0

x
bi(m)
i . (5.10)

The verification key is defined as

vk = (PG, H, [F (signk, 0)]1, . . . , [F (signk, 2`+1 − 1]1).

• Sign(signk,M). Let

u(M) =
∏̀
i=0

(Hi(M) + xi) ∈ Zq. (5.11)

Then the signature for message M is computed as

σ = [1/u(M)]1.

• Verify(vk,M, σ). Observe that

u(M) =
∏̀
i=0

(Hi(M) + xi) = d0 +
2`−1∑
m=1

(
dm
∏̀
i=0

x
bi(n)
i

)
,

where the constants di are efficiently computable from H(M). Using H(M) and
vk first [u(M)]1 is computed as

[u(M)]1 =

d0 +

2`−1∑
m=1

(
dm
∏̀
i=0

x
bi(n)
i

)
1

= [d0]1 ·
2`−1∏
m=1

[F (msk,m)]dm1 .

Note that this does not require knowledge of x0, . . . , x` explicitly.

Finally, the algorithm output 1 if

e([u(id)]1, σ) = e([1]1, [1]1)

and else 0.
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5.4.1 Proof of Correctness

Let σ be a signature for message M computed as above. Then we have

e([u(M)]1, σ) = e([u(M)]1, [1/(u(M))]1) = e([1]1, [1]1).

5.4.2 Proof of Security

The security of this construction is based on the q̄-BDHI assumption for Type-1 pairing
groups [BB04a]. For consistency with the q̄-dBDHI assumptuion, we re-randomize the
group elements with an element y ← Z∗q . This has no impact on the hardness of the
assumption because [1]1 ← G1 is picked uniformly random anyway.

Definition 5.3. q̄-BDHI1 Assumption.
Let PG = (G1,GT , e, q) be the description of a cryptographic Type-1 pairing group

and let [1]1 be a random generator of G1. Let A be an adversary. We say that it
(tA, εA)-breaks the q̄-BDHI1 assumption, if it runs in time tA and∣∣∣Pr

[
A
(
PG, [y]1, [yα]1, [yα

2]1, . . . , [yα
q̄]1
)

= e([y]1, [y]1)1/α
]∣∣∣ ≥ εA

where y, α← Z∗q .
Due to the fact that security of this signature scheme can be shown analogously to

the one for IBKEM we leave the following theorem without a proof.

Theorem 5.2. Let Σ from Section 5.4 be instantiated with a family H of near-collision
resistant hash functions in the sense of Definition 5.1. Let A be an adversary that
(tA, εA)-breaks the EUF-CMA security of Σ. Given A, we can build an adversary B
that, given (sufficiently close approximations of) tA and εA, (tB, εB)-breaks the q̄-BDHI1

assumption with q̄ ≤ 4λ+ 9 + blog(2λ+ 3)c+ 32t2A/εA such that

tB = O(32t2A/εA) and εB ≥ ε2
A/(32t2A − 16tA)− negl(λ),

for some negligible term negl.

5.5 Discussions

Comparison to confined guessing and Truncation Collision Resistance. In order to
generically construct adaptively secure cryptosystems from selectively secure ones, all
techniques aim at reducing the size of an exponential-sized target space to a polynomial-
sized one. Both, near-collision resistance as well as Truncation Collision Resistance
[JK18], provide that on the one hand it is sufficiently easy to guess some amount of bits
of a hash value, but on the other hand, collisions on this bits are sufficiently unlikely.
This approach is similar in spirit to extremely lossy functions [Zha16]. In the case of
near-collision resistance, the index set I as defined in Section 5.2.1, may contain multiple
indices. This is a major difference of our approach to confined guessing and Truncation
Collision Resistance, where always only single blocks are guessed, because it enables to
define n′ in a much more fine-grained way, as any integer between 0 and n. In contrast,
[BHJ+13, BHJ+15] and [JK18] were only able to pick values n′ of exponentially increasing
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size, such that n′ = 22j for some j, which is the reason why our reductions can improve
tightness and the strength of the required assumptions quadratically.

Conclusion. We introduced and used the concept of blockwise partitioning via near-
collision resistance in order to construct efficient and adaptively-secure cryptosystems.
This concept enables to reduce the target space, e.g. a identity or message space, to
polynomial size and thus to improve the tightness of a cryptographic reduciton. We
construct an adaptively-secure IBKEM, where ciphertexts consist of a single element, as
well as adaptively-secure digital signature schemes, where signatures consist of a single
element as well. The only schemes with those properties are due to Jager and Kurek
[JK18]. Compared to [JK18], our schemes even more efficient. The reason is that we we
improve the tightness of the cryptographic reductions quadratically and are able to use a
cryptographic hash function with roughly half of the output size. Both leads to smaller
cryptographic groups without loss of security and hence to more efficient schemes.
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